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**KBase 非结构化数据库管理系统**

**K-SQL 10参考大全**

![](data:image/x-emf;base64,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)

**同方知网（北京）技术有限公司**

**2014年11月**

**版权**

本手册著作权为同方知网（北京）技术有限公司，©2005版权所有，保留一切权力。

未经同方知网（北京）技术有限公司的书面许可，不得为任何目的、以任何形式或手段复制或传播本手册的任何部分。

**商标**

CNKI、“中国知识基础设施工程”、TTNK、“同方光盘”、“中国知网”及其标志均为同方知网（北京）技术有限公司的商标。

Adobe和Acrobat是AdobeSystemsIncorporated在美国等其它国家（或地区）的注册商标或商标。

Microsoft Windows®、Windows® 2000、Windows® Millennium、Windows®  NT、Windows® XP及Windows® Server 2003 均为微软公司的注册商标。

Intel、Pentium 及 MMX 均为英特尔公司的注册商标。

所有其它公司名称或产品名称均为其各自所有者的商标或注册商标或服务商标，藉以识别该所有者。

所有在本手册使用的商标为该商标所有人的资产

**限制条件及免责申明**

鉴于软件技术发展迅速，产品不断升级，虽然本公司对说明的内容将尽量及时随之修改，但是也存在可能来不及修改的情况。因此本公司保留在必要时对本手册的内容进行修改的权利，如果本手册的内容发生变动，恕不另行通知。

本手册例子中所用的公司、人名或数据若非特别指明，均属虚构。

同方知网（北京）技术有限公司

**软件最终用户许可协议**

**（TTNK SEULA）**

**重要须知**

请认真阅读：本最终用户许可协议（《协议》）是您（个人或单一实体）与同方知网（北京）技术有限公司（以下简称**TTNK**）之间有关本《协议》随附的 TTNK 软件（包括相关媒体和 TTNK 基于 Internet 的服务，统称为“软件”）的法律协议。本《协议》的一份修正条款或补充条款可能随“软件”一起提供。您一旦安装、复制或使用“软件”，即表示您同意接受本《协议》各项条款的约束。如果您不同意本《协议》中的条款，请不要安装、复制或使用“软件”；您可在适用的情况下将其退回原购买处，并获得全额退款。

1. **许可证的授予**

TTNK 授予您以下权利，条件是您遵守本《协议》的各项条款和条件：

1.1 **安装和使用**

您只能在一台个人计算机或其他设备上安装和使用“软件”的一个副本；

1.2 **媒体元素的许可授予**

“软件”中可能会包括一些标明供您使用的照片、剪贴画、图形、动画、声音、音乐和视频剪辑（统称为“媒体元素”）。您可以复制和修改“媒体元素”，并将其与您所作的修改一起作为您的软件产品和服务（包括您的 Web 站点）的一部分进行许可、显示和分发，但不得进行以下任何一种活动：

* 如果产品或服务的主要价值在于“媒体元素”，则不得将这些“媒体元素”的副本本身或者将其作为任何集合、产品或服务的组成部分进行销售、许可或分发。
* 不得给您产品或服务的客户授予任何许可或分发“媒体元素”的权利。
* 如果“媒体元素”中包含可识别的个人、政府、徽标、缩写、徽章、商标或实体的表现形式，不得许可或分发该“媒体元素”以用于任何商业目的，亦不得明示或默许任何认可或与任何产品、服务、实体或活动的关联。
* 不得使用“媒体元素”创建淫秽或诽谤性的作品（依据创建作品时适用法律中的规定细则）。

此外，您必须：

(a) 赔偿 TTNK 并使其免受由于许可、使用或分发经您修改的“媒体元素”所发生或引起的任何索赔或诉讼（包括律师费），并且

(b) 在您的包含“媒体元素”的产品和服务上附加一个有效的著作权声明。

1.3 **文档的许可授予**

“软件”随附的文档仅为内部、非商业性参考目的授予许可。

* 1. **模板的许可授予**

“软件”中可能包含网站模板。您可以对本《协议》随附的 TTNK 软件所提供的网站模板进行复制和修改，并将这些模板与您的修改一起分发，以供“软件”的其他被许可人使用。您还可以对通过基于 Internet 的相关服务所获得的模板进行复制和修改，并与您的修改一同分发，以供“软件”的其他被许可人使用，但仅限于涉及私人间通信的个人或商业联络。您不被许可进行以下任何活动之一：

* 不得销售、再销售、许可、出租、租赁、出借或以其他方式有偿转让模板。
* 不得将通过基于 Internet 的服务所获得的模板作为任何产品或服务的组成部分进行分发。
* 不得将任何通过基于 Internet 的服务所获得的模板在任何网络计算机上复制或公开，或通过任何媒体方式传播。

您必须赔偿 TTNK 并使其免受由于许可或分发经您修改的模板所发生或引起的任何索赔或诉讼（包括律师费）。

2. **基于 Internet 的服务**

对使用任何与“软件”相关的 TTNK 的基于 Internet 的服务，如果其使用方式有可能损坏、禁用、削弱这些服务或加重其负担，或干扰任何第三方使用和享受这些服务，则您不能使用这些服务。您不得未经授权试图访问与基于 Internet 的服务相关的任何服务、帐户、计算机系统或网络。

3. **权利的保留和所有权**

TTNK 保留未在本《协议》中明示授予您的一切权利。“软件”受著作权和其他知识产权法律及条约的保护。TTNK 或其供应商拥有“软件”的产权、著作权和其他知识产权。“软件”只授予使用许可，而非出售。本《协议》不授予您任何使用 TTNK 商标或服务标记的权利。

4. **对反向工程、反编译和反汇编的限制**

您不得对“软件”进行反向工程、反编译或反汇编；尽管有此项限制，但如果适用法律明示允许上述活动，并仅在适用法律明示允许上述活动的范围内，则不在此限。

5. **无出租/商业宿主服务**

您不得出租、租赁、出借“软件”或以“软件”提供商业宿主服务。

6. **至第三方站点的链接**

TTNK 不对任何第三方站点或服务的内容、第三方站点或服务包含的任何链接或第三方站点或服务的任何更改或更新负责。TTNK 提供这些到第三方站点和服务的链接和访问只是为了您的方便，对包含的任何链接和访问并不意味着 TTNK 对第三方站点或服务的认可。

7. **附加软件/服务**

除非我们随“软件”的更新、补充、附加组件或基于 Internet 的服务组件一起提供单独的条款，否则本《协议》适用于 TTNK 在您获得“软件”的初始副本之日后可能提供给您的或为您准备的“软件”的更新、补充、附加组件或基于 Internet 的服务组件。就通过使用“软件”而提供给您的或为您准备的任何基于 Internet 的服务而言，TTNK 保留停止这类服务的权利。

8. **升级版本**

要使用标明为升级版本的“软件”，您必须首先获得由 TTNK 标明为适合使用升级版本的软件的使用许可。安装升级版本之后，不得继续使用构成适合升级基础的原始软件，除非该原始软件作为升级后软件的一部分。

9. **非再销售性软件**

标明为“非再销售品”的“软件”不得销售或以其他方式有偿转让，不得用于演示、测试或评估之外的任何其他目的。

10. **学术版软件**

要使用标明为“学术版”的“软件”，您必须是一个“合格的教育用户”。如果您有与资格相关的问题，请与 TTNK 销售信息中心联系。

11. **出口限制**

您承认“软件”受中国出口法律管辖。您同意遵守所有适用于“软件”的适用的国际法和国内法，其中包括《中国出口管理条例》，以及由中国和其他国家（地区）政府颁发的最终用户、最终使用和目的地方面的限制。

12. **软件转让**

内部。您可以将“软件”副本转移到另一台设备。转移之后，必须将“软件”从原设备上完全删除。转让给第三方。如果您是“软件”的原始许可用户，您可以将本《协议》、“软件”和真品证书（如果适用）一次性永久转让给另一个最终用户，条件是您不保留“软件”的任何副本。此转让必须包括“软件”的所有部分（包括全部组件、媒体和印刷资料、任何升级版本、本《协议》以及（如果适用）真品证书）。这种转让不得为非直接转让，如以寄售方式转让。在转让之前，接收“软件”的最终用户必须同意本《协议》的各项条款。

13. **终止**

如果您未遵守本《协议》的各项条款和条件，在不损害任何其他权利的情况下，TTNK 可终止本《协议》。如此类情况发生，您必须销毁“软件”的所有副本及其全部组成部分。

1. **全部协议可分开执行**

这份《协议》（包括随“软件”提供的本《协议》的任何补充条款或修正条款）是您与 TTNK 之间就“软件”和支持服务（如果有）达成的全部协议，并且取代“软件”或本《协议》中所包含的任何主题事项的所有先前的或同时存在的口头或书面的通信、建议和声明。如果任何 TTNK 的支持服务的政策或计划的条款与本《协议》的条款有冲突，以本《协议》中的条款为准。如果本《协议》的任何条款被认定为作废、无效、不能执行或非法，其他条款继续完全有效。

如你对本最终用户许可协议有任何问题，或如你因任何原因希望联络 TTNK，请使用随本产品附上的地址联络 TTNK 北京总部或各地分公司（办事处），或在互联网上访问 TTNK，网址为：[http://www.cnki.net](http://www.cnki.net/)
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第一章 KSQL简介

结构化查询语言SQL(Structured Query Language)是一种关系数据库语言，最早提出是在1974年。由于SQL语言接近英语的语句结构，易于理解、清晰简洁、方便灵活、功能强大，倍受用户及计算机工业界的欢迎，被众多计算机公司和数据库厂商所采用，如IBM，ORALCE，Microsoft等。经各公司的不断修改、扩充和完善，SQL语言最终发展成为关系数据库的标准语言，国内外各大型数据库系统均支持SQL语句。

SQL语言的影响不仅在数据库领域，在全文检索、CAD、软件工程、人工智能等领域，不仅把SQL作为检索数据的语言规范，而且也把SQL作为检索文本、图形、图象、声音、文字、知识等信息类型的语言规范。

KSQL语言是KBase数据库的查询语言，不仅包含了SQL语言的基本语句，而且根据文档检索（尤其是中文检索）特定需求，对其进行了扩充。因此，KSQL强大的检索功能能够满足诸多文档检索的需求，同时也支持基本的关系数据检索，是一种功能强大的检索语言。

KSQL是一种大小写不敏感的数据检索语言，通过自动分词，以及数据类型、索引上的支持，提供了强大的全文检索功能，尤其是其中文的检索能力。

KSQL还支持多种查询方式，包括精确查找、包含查找、前方一致查询、位置查询、比较查询、同义词查询、复合查询等，从而使得用户可以写出非常复杂的查询语句。

为了支持复杂的查询，KSQL允许在一个字段内通过分隔符来存放多个值，这虽然与传统的数据库第一范式相违背，但对于查询能力来说，却是一个创造性的提高。

总之，KSQL的侧重点在于丰富和完善查询的功能，因此其数据类型和查询、定义语句都是围绕这一中心主题来设计的，强大的中文检索能力是其一大特色，在学习和理解KSQL时，要始终明确这一主题。

1、字符集

KBase 数据库系统中的字符可以是数字、字母、专用字符和汉字，在系统中用于定义语言的终结符号与字符串元素。

数字是指从0到9的阿拉伯数字。

字母是指英文字母，包括大写字母(如 A，Z)和小写字母(如a，z)。

专用字符可以是实现者定义的除数字和字母字符外的任意字符。专用字符应包括在SQL语言最终产生式中出现的除数字和字母以外的所有符号，另外还包括百分比号与下划线字符。

KBASE 系统处理的字符类型：一般字段类型完全支持GBK编码、UTF-8编码。

2、KSQL保留字与标识符

KSQL中标识符分为正规标识符和定界标识符两大类。

正规标识符以字母、下划线或汉字开头，后面可以跟随字母、数字、下划线或者汉字，正规标识符的最大长度是256个英文字符或128个汉字。正规标识符不能是保留字。

正规标识符的例子：A，test1，\_TABLE\_B，表1。

定界标识符的标识符体用英文单引号和双引号括起来时，标识符体可以包含任意字符，也可以包含保留字。

定界标识符的例子："table"，"A"，"!@#$"。

如果定界标识符的标识符体中包含英文单引号和双引号，则需要特别方式处理。处理方法一是，仅含有单引号的标识符可以用双引号引起，仅含有双引号的标识符可以用单引号引起；方法二是采用转义的方式，转义表如下：

|  |  |
| --- | --- |
| **符号** | **转义形式** |
| \ | \\ |
| ’ | \’ |
| ” | \” |

保留字的清单参见附录三。

|  |
| --- |
| **注意：**如果标识符包含了标识符分隔符，如前面所述的英文单引号、双引号，或者是空格、KSQL的操作符等内容，则必须将其用引号引起来。 |

3、KSQL语句的功能分类

根据功能的不同，KSQL的语句包括数据定义语句、数据查询语句、数据操纵语句，各部分的内容为：

1. 数据定义语句

包括数据库的创建和删除、表的创建、修改和删除、视图的创建和删除、索引的创建和删除。

2. 数据查询语句

包括各种查询语句，如精确查询、模糊查询、多表查询、连接查询、分组查询、排序查询等。

3. 数据操纵语句

包括对插入记录、删除记录、更新记录、重整表、计算全字段的外部因子等。

4. 统一扩展管理语句

包括所有以关键字 DBUM 开头的 对SQL做了大量扩展的其他KBase语句。

第二章 KSQL运算符

本章对KSQL中的运算符做一下集中的介绍，KSQL中的运算符有逻辑运算符、比较运算符、复合列值运算符、连接操作符、检索通配符、位置描述符、数据分隔符和模糊匹配符等。

## 1、逻辑运算符

|  |  |
| --- | --- |
| **符号** | **意义** |
| AND | 逻辑“与” |
| OR | 逻辑“或” |
| NOT | 逻辑“非” |

逻辑运算符主要用于KSQL语句的WHERE子句，用于查询条件的各种逻辑组合。

## 2、复合运算符

|  |  |
| --- | --- |
| **符号** | **意义** |
| + | 逻辑“或” |
| - | 逻辑“非” |
| \* | 逻辑“与” |

复合运算符主要用于检索关键字的复合表示，可以表达复杂、高效的检索语句，并且可以简化KSQL语句（相对于使用逻辑运算符）。

## 3、比较运算符

|  |  |
| --- | --- |
| **符号** | **意义** |
| > | 大于 |
| < | 小于 |
| >= | 大于等于 |
| <= | 小于等于 |

在KSQL中没有不等于比较运算符，有不等于的要求时，可以采用逻辑操作符“NOT”或者复合列值运算符“-”通过构造逻辑表达式来代替。

## 4、检索通配符

|  |  |
| --- | --- |
| **符号** | **意义** |
| ? | 相隔1个字符 |
| \* | 相隔0个或多个字符 |

检索通配符主要用于CHAR、VCHAR、MVCHAR、WORD、STRING、STRCHAR等类型索引的检索匹配。在特定的索引类型中，这些检索通配符意义不尽相同，如在CHAR索引中 ?\\* 还用于包含查找和前方一致查找，这时 ?和\*含义相同，这种处理主要是为了和旧版本兼容，具体检索特性请参见相关章节。

## 5、位置描述符

|  |  |
| --- | --- |
| **符号** | **意义** |
| # | ’ STR1 # STR2’：表示包含STR1和STR2，且STR1、STR2在同一句中 |
| % | ’ STR1 % STR2’：表示包含STR1和STR2，且STR1 与STR2在同一句中, 且STR1在STR2前面 |
| /NEAR N | ’ STR1 /NEAR N STR2’：表示包含STR1和STR2，且STR1 与 STR2 在同一句中，且相隔不超过N个字词 |
| /PREV N | ’ STR1 /PREV N STR2’：表示包含STR1和STR2，且STR1 与 STR2 在同一句中，STR1在STR2前面不超过N个字词 |
| /AFT N | ’ STR1 /AFT N STR2’：表示包含STR1和STR2，且STR1 与 STR2 在同一句中，STR1在STR2后面且超过N个字词 |
| /SEN N | ’ STR1 /SEN N STR2’：表示包含STR1和STR2，且STR1 与 STR2 在同一段中，且这两个词所在句子的序号差不大于N。 |
| /PRG N | ’ STR1 /PRG N STR2’：表示包含STR1和STR2，且STR1 与 STR2 相隔不超过N段 |
| $ N | ‘STR $ N’：表示所查关键词STR最少出现N次 |

位置描述符主要用于TEXT、TEXTCHAR、LTEXT、LTEXTCHAR、TITLE、QTEXT等等文本索引类型，用来完成复杂的KSQL查询语句，需要注意的是前面所列位置描述符前后都必须至少包含一个空格用以分隔表达式中不同的部分，并且其中字母严格要求大写。

在不同的文本索引类型中，这些位置操作符，具体实现的意义会略有差别。

## 6、数据分隔符

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **编码** |  | **支持的分隔符** | | | | | |
| GBK | 半角字符 | , | ; | ! | \ |  |  |
| 全角字符 | ， | ； | ！ | 、 | ＠ | ￥ |
| UNICODE | 半角字符 | , | ; | ! | \ |  |  |
| 全角字符 | ， | ； | ！ | 、 | ＠ | ￥ |

数据分隔符主要用于多值型数据存储类型，即一条记录的单一字段可以有多个值，我们一般将这里的多个值称作子值。如MVCHAR、LMVCHAR类型就是KBase系统提供的两种多值型数据存储类型。

数据分隔符即是用在多个不同的值之间，用于分隔多个子值的分隔符。@＠

|  |
| --- |
| **注意：**系统中有一个配置选项，可以选择严格的数据分隔符，当选项启用时，数据分割符为半角的分号‘;’。 |

## 7、匹配运算符

|  |  |
| --- | --- |
| **符号** | **意义** |
| = | 匹配运算符 |

匹配运算符可用于各种索引类型中，不同的索引类型，匹配代表的意义不完全一致，具体请参阅数据索引类型相关章节。

## 8、模糊匹配运算符

|  |  |
| --- | --- |
| **符号** | **意义** |
| % | 模糊匹配运算符 |

模糊匹配运算符可用于各种索引类型中，不同的索引类型，模糊匹配代表的意义不完全一致，具体请参阅数据索引类型相关章节。

## 9、相关匹配运算符

|  |  |
| --- | --- |
| **符号** | **意义** |
| %= | 相关匹配运算符 |

KBase 10.0开始，支持相关匹配运算符，相关匹配运算符主要用在文本索引类型中，实现文本的相关查询，具体请参阅数据索引类型相关章节。

第三章 KSQL数据类型

KBase 8.0 开始，实现了数据类型的分离。不同于KBase 8.0以前的版本，在KBase 8.0中，数据类型由数据存储类型和数据索引类型来表达，存储类型和索引类型的组合，大大丰富了 KBase 系统能提供的数据特性。

为了保持与旧的系统兼容，原来的数据类型，作为一种预定义的数据组合类型保留，也即是，每种旧的数据类型——数据组合类型，相当于一种存储类型和索引类型的组合。

## 1、数据存储类型概述

KBase系统提供多种数据存储类型，以尽可能满足各种应用需求。

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **存储类型** | **最大长度**  **(字节)** | **支持的编码** | **变长** | **说明** |
| INTEGER | 1-32(需指定) | ASCII | 否 | 整数，长度为用字符串形式保存数据的长度，数据范围是 32 位有符号整数的范围。 |
| DATE | 8-32(需指定) | 日期 |
| TIME | 14-32(需指定) | 时间 |
| NUM | 1-32(需指定) | 浮点数，长度为用字符串形式保存数据的长度 |
| INT64 | 14-32(需指定) | 整数，长度为用字符串形式保存数据的长度，数据范围是 64 位有符号整数的范围。 |
| AUTO | 12 | 自增，从1自动增加，不能指定值 总是有索引 |
| CHAR | 1-254(需指定) | ASCII、 UNICODE | 字符串，支持“单一”索引 |
| VCHAR | 254 | 是 | 变长字符串，支持“单一”索引 |
| MVCHAR | 32K | 多值字符串 |
| LMVCHAR | 64K/2G | 多值字符串 |
| MTEXT | 4K | 文本 |
| LTEXT | 16M | 文本 |
| VECTOR | 16M | ASCII | 向量字段 |
| MAP | \ | \ | \ | 虚字段，根据映射关系确定 |
| SOB | 254 | BIN | 是 | 二进制，不能索引 |
| LOB | 16M | 二进制，不能索引 |
| DOB | 2G | 数字对象字段 |
| DOCUMENT | 16M | ASCII | 文本 |
| DOCPATH | 1024 | 文本，保存的是连接到文档的文件名 |
| TNAME | \ | \ | \ | 虚拟字段，返回表名称 |
| TANAME | \ | \ | \ | 虚拟字段，返回表的显示名称 |
| RECORDID | \ | \ | \ | 虚拟字段，返回物理记录号 |
| RELEVANT | \ | \ | \ | 虚拟字段，返回检索结果的相关度 |
| SNAPSHOT | \ | \ | \ | 虚拟字段，返回与检索相关的特定字段的检索快照 |
| VIRTUAL | \ | \ | \ | 虚拟字段，返回其映射到的其他一个或多个字段 |

## 2、数据存储类型特性

### 2.1 INTEGER、NUM和INT64类型

INTEGER、INT64和NUM分别表示32位整数， 64位整数和浮点数，其可以表达的最大数据范围如下表。

|  |  |  |
| --- | --- | --- |
| **类型** | **最小值** | **最大值** |
| INTEGER | -231 +1 | 231-2 |
| INT64 | -263+1 | 263-2 |
| NUM | -3.4028233e+038 | 3.4028233e+038 |

与一般传统数据库不一样，KBase系统中的数值型数据存储类型的精度不仅受限于由其可表达的最大数据范围，还受限于其定义长度。这是因为KBase系统以字符的形式保存各种数值型数据，以便最大程度兼容各种不严格的数据表达形式。例如，如果INTEGER定义长度为4，则可能范围是（-999，9999），这时如果试图存入一个超出范围的数据，系统会自动进行截断，例如存入的数据是 -987654，则会截断为 -987，这样，你就不会得到想要的结果，因此一定要注意数据的定义及允许的数据范围。

NUM类型为浮点数类型，它有着比整数更大的数据范围，但在计算中会产生四舍五入的误差。KBase系统中，浮点数类型数据可以用科学记数法表达。

### 2.2 AUTO类型

数据类型AUTO为自增字段。一般其数据为从1开始随物理记录号递增的自然数。AUTO类型的特性是，其值在新增记录时可以由系统自动设定，并且，其值不可以修改。KBase 系统允许用户可以在增加记录时给自增数据设定特定的值，到要求这个特定的值不小于系统默认的值，如果用户指定的值小于系统默认的值，系统会忽略用户指定的值。

### 2.3 DATE 和 TIME类型

DATE和TIME是用于记录日期、时间的两种数据存储类型。

DATE类型表示日期，KBase系统的日期的由“年月日”表达，标准的日期格式有：

|  |  |
| --- | --- |
| 格式一 | yyyy/mm/dd |
| 格式二 | yyyy:mm:dd |
| 格式三 | yyyy-mm-dd |
| 格式四 | yyyymmdd |
| 格式五 | yyyy.mm.dd |
| 格式六 | yyyy年mm月dd日 |

其中：yyyy 表示年份，mm 表示月份，dd 表示日期

例如：2004/01/23,表示 2004年1月23日

|  |
| --- |
| **注意：**从KBase 11.0开始，日期的格式，还支持 mm-dd-yyyy 的格式，其中月份、日期、年份之间必须包含分割符，分割符可以是（‘:’，‘-’，‘/’，‘,’）。并且月份可以为英文月份，或英文形式的三字母缩写。 |

|  |  |
| --- | --- |
| 格式一： | hh:mm:ss |
| 格式二： | hh-mm-ss |
| 格式三： | hh/mm/ss |
| 格式四： | hhmmss |
| 格式五： | hh时mm分ss秒 |

TIME类型表示时间，KBase系统的时间有“年月日”和“时分秒”两部分组成，两部分之间可以用多种符号连接（‘ ’，‘:’，‘-’，‘/’，‘,’），“年月日”部分的标准格式同DATE，“时分秒”部分支持的标准格式如下：

其中：hh 表示时，mm 表示分，dd 表示秒

例如：2005-01-23:08-30-15，表示2005年1月23日8时30分15秒。

### 2.3 CHAR 和 VCHAR类型

CHAR类型用于存储定长字符串，其最大长度可由设计者自行设定，但最大长度不能超过254个字符。VCHAR类型用于存储变长字符串，但最大长度超过254个字符。

CHAR数据类型通常用于容纳如人名、公司名、地址等内容，因为这类数据的长度通常差别不大。例如，一般对保存文件名的字段，应将它定义为CHAR类型，这样，我们就可以对它进行精确匹配检索。

通常情况下，VCHAR会比CHAR更节省磁盘空间，尤其是在不同记录数据长度差别很大的时候。一般情况下，系统对VCHAR的存取相对于CHAR来说更费时。在数据最大长度比较小时，对CHAR有更高的存取速度，更优的缓存效率。如果数据最大长度小于16，总是应该选用CHAR类型，如果数据最大长度大于64，一般选择VCHAR会有更好的性能。

### 2.4 MVCHAR类型

MVCHAR是多值的CHAR类型。每个子值以多值分隔符分隔。KBase系统支持的多值分隔符有：

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 编码 |  | 支持的分隔符 | | | | | |
| GBK | 半角字符 | , | ; | ! | \ |  |  |
| 全角字符 | ， | ； | ！ | 、 | ＠ | ￥ |
| UNICODE | 半角字符 | , | ; | ! | \ |  |  |
| 全角字符 | ， | ； | ！ | 、 | ＠ | ￥ |

**注意：**系统中有一个配置选项STRICTLYDELIMITED，默认为OFF，支持以上全部多值分隔符；当该选项启用时，即设置为ON时，选择严格分隔符，数据分割符为半角的分号‘;’。建议新的应用系统，不管是否启用严格的数据分隔符，总是仅仅采用半角分号(;)作为数据分隔符。

目前，数据表也可以支持表级自定义多值字段的分隔符属性，优先级高于系统参数STRICTLYDELIMITED的配置。但需要注意的是，修改表级参数后，需要重建索引，自定义多值字段的分隔符属性才能生效。

**表级自定义分隔符设置方法：**

设置语句： ALTER TABLE <表名> ALTER <字段名> SET SPECPROPERTY <值>

参数说明：设置特别属性，以自定义分隔符：0-默认、1-全部分割符（10种）、2-严格分隔符（;）

不同参数值下分隔符选用情况对应下表：

|  |  |  |  |
| --- | --- | --- | --- |
| 系统参数STRICTLYDELIMITED | 表参数 SPECPROPERTY | | |
| 0 | 1 | 2 |
| ON | 严格分隔符 | 全部分隔符 | 严格分隔符 |
| OFF | 全部分隔符 | 全部分隔符 | 严格分隔符 |

可通过系统表(sys\_field)查看表级自定义分隔符属性设置。

### 2.5 LMVCHAR类型

LMVCHAR是另一种多值的CHAR类型。它与MVCHAR提供的应用级特性完全一样，区别在于系统底层的处理上，LMVCHAR更适合记录内容的反复修改。

### 2.6 MTEXT 和 LTEXT类型

MTEXT类型用于存储较小的文本，最大长度不能超过32K个字符。LTEXT类型用于存储较大的文本内容，最大长度可以达到4M个字符。

KBase系统利用MTEXT和LTEXT来储存各种文本数据，如期刊全文、报纸全文、图书全文等等。LTEXT实际存储的长度达到4M，这个数据长度对于实际的应用而言，几乎没有限制。这相当于一条记录单一字段容量达到2百万汉字，20万字图书都可以存放10本左右。

### 2.7 SOB、LOB和DOB类型

这三个字段用于处理无结构字节流，如存储压缩视频图像、音频数据、可执行代码等数据。SOB处理小对象，最大长度为254字节，LOB处理大对象，最大长度为4M字节，而DOB则有能力处理更大的对象，长度可达2G字节。这三种字段都没有索引，一般不用于检索。

SOB和LOB字段类型，其读取方法与其它字段一致，写入或修改必须是一次性的；而DOB字段则支持完全的流式读写。目前对这类字段只支持基于二次开发函数的数据操作。

### 2.8 VECTOR类型

VECTOR类型是KBASE系统提供的通用的向量模型，在多种场合有着广泛的应用。基于向量运算，我们可以利用它来做相似检索。

VECTOR表达格式为：W1 :F1 ,W2 :F2 ,…,Wn :Fn，其中Wi是特征词，Fi是对应的权重，权重设置的标准为权重平方和为 10000 的平方，在权重设置不合理的情况下，我们会等比例缩放到符合权重标准。

分隔符可选择半角逗号与半角分号，设置语法如下：

设置语句： ALTER TABLE <表名> ALTER <字段名> SET SPECPROPERTY <值>

参数说明：0-默认半角逗号分隔（,）、1-半角分号分隔（;）。需要注意的是，修改参数后，需要重建索引，分隔符属性才能生效。

### 2.9 DOCUMENT / DOCPATH类型

DOCUMENT和DOCPATH是KBase用于管理文档数据的数据存储类型。文档数据存储类型管理的详细说明参见第六章的《文档存储类型管理》。

### 2.10 VIRTUAL类型

KBase 系统开创性的提供了VIRTUAL类型，我们称之为虚字段。这种字段实际上并不占有物理存储空间，但是，一旦对这种字段定义了相应的映射关系，就可以在这种字段上进行各种实际的操作。系统支持的操作包括，读取内容、建立索引、进行检索等等。

我们可以对一个VIRTUAL类型数据定义一个或多个映射字段，具体映射操作见相关章节。如果对VIRTUAL字段定义了一个映射字段，那么你就完全可以对这个字段进行各种操作，如同操作被映射的字段一样，只是不能对数据内容进行直接的修改。如果对VIRTUAL字段定义了多个映射字段，读取内容时，我们得到的会是某一个被映射的字段的内容，这个字段是根据定义映射关系时设定的权重优先关系选出来的。

### 2.11 SNAPSHOT等类型

KBase 系统为了保持与旧版系统的兼容性，保留了TNAME、SNAPSHOT等一类函数型字段。新的应用中，应该尽量避免使用这些类型，而使用相应的函数。

|  |  |  |
| --- | --- | --- |
| **类型** | **意义** | **替换函数** |
| TNAME | 返回表名称 | GETSYSFIELD(‘\_ \_TABLENAME ’ ) |
| TANAME | 返回表的显示名称 | GETSYSFIELD(‘\_ \_TABLEALIASNAME’) |
| RECORDID | 返回物理记录号 | GETSYSFIELD(‘\_ \_RID’) |
| RELEVANT | 返回检索结果的相关度 | GETSYSFIELD(‘\_ \_RELEVANT’) |
| SNAPSHOT | 返回与检索相关的特定字段的检索快照 | GETSNAPSHOT ( ‘被映射的列名’ ) |

## 3、数据索引类型概述

KBase系统提供了丰富的数据索引类型，可以满足各种应用需求。KBase系统中数据索引类型分为四类，基本型数据索引类型、字符串数据索引类型、文本型数据索引类型、其它特定用途的数据索引类型。

* **数值型数据索引类型**

包括INTEGER、QINTEGER、NUM、DATE、QDATE、TIME、INT64，这几种数据类型特点与作用同传统关系数据库类似。

* **字符串数据索引类型**

包括CHAR、ECHAR、MVCHAR、EMVCHAR、WORD，这几种数据类型特点适用于不同应用目标的字符串型数据，提供不同的字符串检索。

* **文本型数据索引类型**

包括STRING、STRCHAR、MSTRCHAR、TEXT、TEXTCHAR、LTEXT、LTEXTCHAR、LFTEXT、TITLE、EXTITLE、EXTITLECHAR、QSTRING、QSTRCHAR、ABSTRACT、COMPACTQTEXT、QTEXT、TYTDTEXT、TYTEXT主要是为了管理非结构化文档而设计的。

这是KBase系统与传统关系数据库主要区别之一，借助于这些数据类型可以在KBase中实现高速简捷的全文检索。

* **其他特定用途的数据索引类型**

包括VECTOR、FINGERPRINT、SEARCHENGINE、MIX，这些字段类型各有特点，为KBase系统引入很多有特色的查询功能。

值得特别指出的是，上述字符串数据索引类型、文本型数据索引类型，都可以支持UNICODE数据存储类型的数据的索引。

对于各种数据存储类型，我们可以根据应用的需要选用各种索引类型，如下是各种数据存储类型通常情况下可以选用的索引类型对照表。

|  |  |  |
| --- | --- | --- |
| **存储类型** | **推荐的索引类型** | **可能合适的索引类型** |
| INTEGER | INTEGER、QINTEGER | INT64、NUM |
| DATE | DATE、QDATE |  |
| TIME | TIME |  |
| NUM | NUM |  |
| INT64 | INT64 | INTEGER 、NUM |
| AUTO | INTEGER |  |
| CHAR VCHAR | CHAR、ECHAR、STRING、STRCHAR、WORD、EXTITLE | 所有其他字符串、文本型索引类型 |
| MVCHAR LMVCHAR | MVCHAR、EMVCHAR、MSTRCHAR | 所有其他文本型索引类型 |
| VECTOR | VECTOR、SVSM、MVSM |  |
| MTEXT | EXTITLE、QSTRING、QTEXT | 所有其他文本型索引类型 |
| LTEXT | EXTITLE、QSTRING、QTEXT | FINGERPRINT、所有其他文本型索引类型 |
| VIRTUAL | SEARCHENGINE、MIX | 根据映射关系,所有其他类型 |
| SOB LOB DOB | 无 |  |
| DOCUMENT | EXTITLE、QSTRING、QTEXT | FINGERPRINT、所有其他文本型索引类型 |
| DOCPATH | EXTITLE、QSTRING、QTEXT | FINGERPRINT、所有其他文本型索引类型 |
| TNAME TANAME RECORDID RELEVANT SNAPSHOT | 无 |  |

## 4、数据索引类型特性

### 4.1 INTEGER、QINTEGER 类型

KBase 系统在INTEGER索引上支持的检索特性主要是为了实现整数这种数值的查询需求。

QINTEGER 检索特性与INTEGER完全一致，但QINTEGER通过额外的索引数据，使其“比较查询”的性能很高。当然，为了获取高性能，QINTEGER索引的数据量更大，在增加或修改数据时的代价更高。

需要特别注意的是，QINTEGER索引要求数据值的范围在（0，65536），超出此数据范围的记录将不被正常索引，导致可能相应记录不能正常检索到。实际应用中，数据值应该设计的尽量小，否则会致使索引代价太高。

KBase 系统在INTEGER索引上支持的检索特性包括：精确查询、比较查询、范围查询。

#### 4.1.1精确查询

检索语法： <检索字段名> = <检索数值>

检索结果： 返回字段值与“检索数值”相等的记录。

#### 4.1.2比较查询

检索语法： <检索字段名><比较运算符><检索数值>

检索结果： 返回字段值与“检索数值”相比，符合比较关系的记录。系统支持的比较运算符有： > 大于、< 小于、>= 大于等于、<= 小于等于。其比较方法是按照相应的数值大小来进行的。

如下面的KSQL查询语句：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 下载频次= ‘350’ |

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 下载频次>= ‘350’ |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **注意：**在KBase系统中，数据的表达式书写形式相对比较宽松。上述KSQL语句也可写为：   |  |  | | --- | --- | | **SELECT** | \* | | **FROM** | CCND2009 | | **WHERE** | 下载频次= 350 | |

实际上，几乎所有数据类型，都可以用单引号（’ Field Value’）引起来表达，也可以用双引号（”Field Value”）引起来表达，在不发生歧义的情况下，也可以不用引号。这里单引号、双引号都必须是ASCII，它们作为特殊符号出现，而不是中文全角的标点引号。

#### 4.1.3范围查询

检索语法： <检索字段名> BETWEEN ( <最小值>, <最大值>)

检索结果： 检索语义同：

( <检索字段名> >= <最小值> and <检索字段名> <= <最大值>)

一般情况下，BETWEEN比上述语法有更好的性能。

### 4.2 INT64类型

INT64检索功能特性与INTEGER完全一样。

### 4.3 NUM类型

按浮点数做索引，支持科学计数法。NUM支持的检索功能特性与INTEGER完全一样。

### 4.4 DATE、TIME和QDATE类型

KBase 系统在DATE、TIME索引上支持的检索特性主要是为了实现日期、时间这种数值的查询需求，DATE对应日期类型，TIME时间上对应的是时间戳类型。

QDATE 检索特性与DATE完全一致，但QDATE通过额外的索引数据，使其“比较查询”的性能很高。当然，为了获取高性能，QDATE索引的数据量更大，在增加或修改数据时的代价更高。

KBase 系统在这几个索引上支持的检索特性包括：精确查询、比较查询、模糊查询、范围查询。

#### 4.4.1精确查询

检索语法： <检索字段名> = <检索值>

检索结果： 返回字段值与“检索值”相等的记录。

#### 4.4.2比较查询

检索语法： <检索字段名><比较运算符><检索值>

检索结果： 返回字段值与“检索值”相比，符合比较关系的记录。系统支持的比较运算符有： > 大于、< 小于、>= 大于等于、<= 小于等于。其比较方法是按照相应的数值大小来进行的。

#### 4.4.3模糊查询

检索语法： <检索字段名> % <检索值>

检索结果： 返回字段值与“检索值”模糊匹配的记录。对时间和日期，KBase系统模糊匹配的方法是通过将<检索值>转化为<检索范围值>，再通过范围查找来实现。

示例1：查找“CCND2009”表中“发表时间”为“2009年05月01日”的记录，利用精确查询可以用 如下 SQL 语句实现。

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 发表时间=”2009-05-01” |

示例2：查找“CCND2009”表中“发表时间”为2009年05月的记录。利用比较查询可以用 如下 SQL 语句实现。

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 发表时间>=”2009-05-01” |
| **AND** | 发表时间<”2009-06-01” |

对于示例2，我们也可以利用模糊查询用 如下 SQL 语句实现。

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 发表时间%”2009-05” |

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **注意：**如果提交如下检索语句：   |  |  | | --- | --- | | **SELECT** | \* | | **FROM** | CCND2009 | | **WHERE** | 发表时间=”2009-05” |   由于”2009-05” 是一个时间范围，其检索含义会自动转换为：   |  |  | | --- | --- | | **SELECT** | \* | | **FROM** | CCND2009 | | **WHERE** | 发表时间%”2009-05” | |
|  |

#### 4.4.4范围查询

检索语法： <检索字段名> BETWEEN ( <最小值>, <最大值>)

检索结果： 检索语义同：

( <检索字段名>>= <最小值> and <检索字段名>>= <最大值>)

一般情况下，BETWEEN比上述语法有更好的性能。

### 4.5 CHAR和 ECHAR类型

KBase 系统在CHAR、ECHAR索引上支持的检索特性比较丰富。ECHAR与CHAR具有完全相同的检索特性，只是ECHAR更适合索引“性别”这种有大量重复数据的列。

#### 4.5.1 精确查询

检索语法： <检索字段名> = 检索词

检索结果： 返回字段值与“检索词”完全匹配（但忽略字符大小写）的记录

注意：“检索词”只支持前128字节索引

例如，检索“CCND2009”表的“文件名”列为“SZSB20020514A011”的记录，对应的KSQL查询语句如下：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 文件名='SZSB20020514A011' |

在KBase系统中，所有检索值都是大小不敏感的，因此如下SQL语句：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 文件名='szsb20020514A011' |

和上面的语句是等价的，查询结果一致。

#### 4.5.2前方一致查找

检索语法： <检索字段名> = 检索词 + <\*/?>

检索结果： 返回字段值前面部分与“检索词”完全匹配（但忽略字符大小写）的记录。

建议：建议使用‘\*’ 匹配操作符，这样与‘\*/?’模式匹配检索语义完全一致，保留‘?’ 匹配操作符是为了与旧版系统兼容。

|  |
| --- |
| **注意：**当使用‘?’匹配操作符时，检索词中，不可出现？或\*匹配操作符，否则检索语义发生变化，这时不是按照前方一致进行检索了，而是进行的‘\*/?’模式匹配检索，具体见后面的说明。另外，如果检索词首字符是‘\*’或‘?’，这样检索语义有歧义，检索不会有结果。 |

例如，检索“CCND2009”表的“文件名”列中，以字符串“SZSB”开始的所有记录。KSQL语句：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 文件名='SZSB\*' |

将能命中“文件名”为“SZSB20020514A011”的记录。

#### 4.5.3包含查找

检索语法： <检索字段名> = <\*/?> + 检索词

检索结果： 返回字段值中包含“检索词”（但忽略字符大小写）的记录。

|  |
| --- |
| **注意：**这种检索执行效率较低，不建议使用这种语法，如果应用中大量需要这种查询，可以考虑采用其他如 WORD、STRCHAR 等索引类型。并且，这样使得检索词中，不可出现‘\*’或‘?’匹配操作符，否则一般不会有结果，因为‘\*’或‘?’与模式比较控制符冲突。  建议：同样建议使用‘\*’ 匹配操作符，这样与‘\*/?’模式匹配检索语义完全一致，保留‘?’ 匹配操作符是为了与旧版系统兼容。 |

例如，检索“CCND2009”表的“文件名”列中，包含字符串’ 2002’的所有记录。KSQL语句：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 文件名='\*2002' |

将也能命中“文件名”为“SZSB20020514A011”的记录。

#### 4.5.4 ?/\* 模式查找

检索语法： <检索字段名> = 检索模式串

检索结果： 返回与“检索模式串”完全匹配的记录。

检索模式串包含‘\*’或‘?’，‘\*’表示匹配任意个字符，‘?’表示匹配1个字符，英文字母忽略大小写匹配。需要注意的是，检索模式串的首字符不能是‘\*’或‘?’匹配符，原因是这样与**包含查找**语义冲突。此时，其检索语义与 WORD 字段类型的语义完全一致。具体功能可以参见 WORD 的说明。

另外，这里字符的意义同GB18030标准，而不是指字节。一个ASCII是一个字符（占一字节），一个汉字也是一个字符（占两字节）。

例如，检索“CCND2009”表的“文件名”列中，以字符串’ SZSB’开头，并且’ SZSB’ 和’ A’ 之间相隔4个或4个以上个字符，子串’A’后有任意个字符记录。KSQL语句：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 文件名='SZSB????\*A\*' |

#### 4.5.5 比较查找

检索语法： <检索字段名><比较运算符><检索词>

检索结果： 返回字段值与“检索词”相比，符合比较关系的记录。系统支持的比较运算符有： > 大于、< 小于、>= 大于等于、<= 小于等于。其比较方法是按照忽略大小写的字符串大小比较来进行的。

例如，检索“CCND2009”表的“文件名”列中，查出大于等于子串’ SZSB20020514A1’的记录。KSQL语句：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 文件名>='SZSB20020514A1' |

|  |
| --- |
| **注意：**鉴于KBase系统是不区分大小写的，因此，字符串的比较是忽略大小写的。 |

#### 4.5.6 模糊查找

检索语法： <检索字段名> % <检索词>

检索结果： 返回字段值与“检索词”相比，符合模糊匹配关系的记录。对于CHAR系列的索引，系统支持的模糊匹配算法类似于反向的前方一致查询，即记录对应值与“检索词”前面部分一致。这里的一致同样是忽略大小写的字符比较。

例如，检索“CCND2009”表的“分类号”列中，查出与“E12”匹配或与前面部分串匹配的记录。KSQL语句：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 分类号% 'E12' |

这个SQL将能命中分类号为“E12”、“E1”、“E”的记录，注意，不能命中分类号为“E12\_03”等形式的记录。

### 4.6 MVCHAR和 EMVCHAR类型

MVCHAR就是多值的CHAR索引，即一个MVCHAR字段，由多个CHAR组成，每个CHAR为一个子值，子值由分隔符分隔。MVCHAR索引类型能够识别的子值分隔符同数据存储类型的MVCHAR一致。

同样，EMVCHAR与MVCHAR具有完全相同的检索特性，只是EMVCHAR更适合索引具有大量重复数据的列。

所有CHAR类型支持的检索特性，MVCHAR和EMVCHAR都支持。

例如，检索“CCND2009”表的“专题代码”列中，查出含有子值“F092”的记录。相应的KSQL查询语句如下：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 专题代码='F092' |

需要注意的是，如果想查询“专题代码”既为'E072'又为'E073'的记录，如果用如下KSQL语句：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 专题代码='E072;E073;' |

是检索不到所需结果的。因为系统会认为你是在查一个值为'E072;E073;'的专题代码。正确的SQL语句如下：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 专题代码='E072' |
| **AND** | 专题代码='E073' |

到目前为止，系统还没有限定一个MVCHAR类型最多可以索引多少个子值，只限定了可以索引的数据总长度，最大支持32K 字节。这32K 字节包含所有值及其分隔的总长。

### 4.7 WORD类型

KSQL支持对WORD数据类型?和\*两种匹配检索。其中? 代表一个字符，\* 代表任意个字符。查找时，? 和\* 可以出现在检索条件的任意位置，出现任意次。

#### 4.7.1 精确查询

同 CHAR 索引一样，支持精确查询。

具体内容参见CHAR索引的说明。

注意：“检索词”只支持前64字节索引，只要前64字符完全匹配，则命中，超出64字符的截断后再匹配。

WORD数据类型不同于CHAR类型，不支持比较查询。

#### 4.7.2 ?/\* 模式查找

检索语法： <检索字段名> = 检索模式串

检索结果： 返回与“检索模式串”完全匹配的记录。

检索模式串包含‘\*’或‘?’，‘\*’表示匹配任意个字符，‘?’表示匹配1个字符，英文字母忽略大小写匹配。

这里字符的意义同GB18030标准，而不是指字节。一个ASCII是一个字符（占一字节），一个汉字也是一个字符（占两字节）。

WORD字段类型支持‘\*’或‘?’匹配符的任意组合查找，检索模式串中的‘\*’或‘?’可以以任意方式组合，出现在任何位置。

例如一，检索“CCND2009”表的“题名”列中，以“城市”和 “发展”之间相隔3个或3个以上字符，且以“城市”开始，“发展”结尾的记录。KSQL语句：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 题名='城市\*???发展' |

例如二，检索“CCND2009”表的“题名”列中，以“城市”和“道路”之间相隔任意个字符，“道路”和“发展”之间相隔1个字符，且以“城市”开始，“发展”结尾的记录。KSQL语句：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 题名='城市\*道路?发展' |

### 4.8 STRING和 STRCHAR类型

STRING和STRCHAR是KBase系统中最小型的索引文本数据的类型，它仅仅针对数据的前面254字节做索引。

STRING和STRCHAR区别是，STRING在做索引时，是分词后索引的。而STRCHAR是按字切分索引的，“按字切分索引”我们通常称之为不分词索引。

这两种类型具有文本型数据分词索引的特点，与其它文本型数据类型的区别是，它们不分句，更不分段，即它们仅相当于其它文本型数据中的一个句子。因此，如果一个字段只有少量文本数据，采用STRING或STRCHAR，将可能获得更佳的检索性能。

这两种类型与其它文本型数据类型相比，还有一个细微的差异是，STRING或STRCHAR在分词（或分字）后，直接完全索引；而其它文本型数据类型则是在分词（或分字）后，先过滤了停用字词之后，再进行索引。这一点，对检索有时会有一些微妙的影响。关于停用词更详细的说明，可参考后面TEXT字段类型的说明。

#### 4.8.1精确查找

检索语法： <检索字段名> =<检索词>

检索结果： 返回字段值中包含“检索词”（但忽略字符大小写）的记录。

精确查找实际上是短语包含查找，这是最基本的文本型数据的检索方式。与CHAR不同，文本型数据的包含查找不用加上问号（?/\*）作内容前缀。

因为STRING类型的索引是基于分词的，查找的内容应是一个或多个连续的词汇，如果要查找的内容不是一个准确的概念，仅是其中的一个子串，也可能无法检索到。

例如：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2003 |
| **WHERE** | 篇名='农业科' |

上面的ＫSQL不能命中“篇名”为“近代美国农业科技的引进及其影响评述”的记录，但可以命中“篇名”为“农业科宣传记事”的记录。这是因为“近代美国农业科技的引进及其影响评述”索引时是先分词为“近代/美国/农业/科技/的/引进/及其/影响/评述”，这样，我们只可检索其中的一个或多个连续的词。通过分词索引，我们可以提高文本检索的查准率，同时可能会降低查全率。

如下的ＫSQL，则可以命中“篇名”为“近代美国农业科技的引进及其影响评述”的记录。

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2003 |
| **WHERE** | 篇名='农业科技' |

#### 4.8.2 ?/\* 模式查找

检索语法： <检索字段名> = <检索词位置控制表达式>

<检索词位置控制表达式> 以位置描述标记（\*和?）分隔两个子串STR1和STR2组合成，有两种格式：

|  |  |
| --- | --- |
| **格式** | **含义** |
| “STR1\*STR2” | 表示STR1与STR2相隔任意个字符，STR1在前； |
| “STR1?…?STR2” | 表示STR1与STR2相隔0到n个字符，n等于表达式中? 号的个数，STR1在前； |

检索结果： 返回字段值必须包含STR1和STR2，并且STR1在STR2前面，相隔不超过一定数量的字或词的记录。

例如：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2003 |
| **WHERE** | 篇名='债务\*经济' |

将能查出“篇名”字段中，包含子串'债务'和'经济'，'债务'和'经济'是词, '债务'和'经济'之间相隔任意个字符串，且子串'债务'在'经济'前面的记录。比如可以命中篇名为“从债务看商品经济状况”的记录。

|  |
| --- |
| **注意**，STRING或STRCHAR的模式查找不同于CHAR或WORD，区别在于：   1. STRING的语法不要求命中以 “STR1”开头的记录。 2. 用问号（？）表达的距离以词计算，并且是不超过这个距离即为命中。 |
| 另外，如下两条语句意义相同，检索结果一致。   |  |  | | --- | --- | | **SELECT** | \* | | **FROM** | CJFD2003 | | **WHERE** | 篇名='经济' \* '债务' |  |  |  | | --- | --- | | **SELECT** | \* | | **FROM** | CJFD2003 | | **WHERE** | 篇名=经济' AND 篇名= '债务' | |

因此，上面的KSQL 查询实际上并不是**位置查找**，而是一个逻辑组合条件的查询语句，即两个**包含查找**的AND运算。有关运算符\*号的使用规则请参考KSQL语法的说明。

为了减少类似问题，建议在书写SQL词句时，请尽量用引号将检索关键字引起来。

### 4.9 MSTRCHAR类型

MSTRCHAR是KBASE系统提供的另一种多值类型索引。可以简单的看作MVCHAR和STRCHAR类型的结合体，它和MVCHAR一样存储多值，但它提供了更强的检索功能，尤其是MSTRCHAR支持类似于数组的子值序位检索。

#### 4.9.1 精确查询

检索语法： <检索字段名> = <检索词>

检索结果： 返回字段值与“检索词”完全匹配（但忽略字符大小写）的记录

例如，检索“CCND2009”表的“作者”列为“梅承恩”的记录，对应的KSQL查询语句如下：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 作者='梅承恩' |

#### 4.9.2 模糊查找

检索语法： <检索字段名> % <检索词>

检索结果： 返回字段值与“检索词”相比，符合模糊匹配关系的记录。对于MSTRCHAR索引，系统支持的模糊匹配算法是包含，即记录对应值包含“检索词”计算命中。

例如，检索“CCND2009”表的“作者”列含有“李”的记录，对应的KSQL查询语句如下：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 作者%'李' |

这个KSQL将会命中姓“李”的作者，当然，也会命中“小李子”这样的作者名。

#### 4.9.3序位查询

检索语法： <检索字段名> =|% <检索词序位控制表达式>

<检索词序位控制表达式> 格式： “检索词 /SUB N”，其中，“/SUB N”是序位检索控制符，N表示要在第N个子值中进行查找。

检索结果： 返回字段的第N个子值与“检索词”相比，符合精确（=）或模糊（%）匹配关系的记录。

例如，检索“期刊”表的“作者”列的第一个子值为“梅承恩”的记录，对应的KSQL查询语句如下：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 作者='梅承恩 /SUB 1' |

这个KSQL将会命中第一作者是“梅承恩”的记录。

### 4.10 TEXT、TEXTCHAR、LTEXT和LTEXTCHAR类型

TEXT和TEXTCHAR是KBase系统中最早提供的大文本数据索引类型，在最初的版本中就已经出现。TEXT与TEXTCHAR索引提供了传统图书情报专业教科书中提到的各种全文检索特性。

LTEXT和LTEXTCHAR是TEXT和TEXTCHAR的改进索引类型。新的系统中，应尽可能采用这些字段类型，其差别体现在性能上。改进后的LTEXT对比TEXT，在检索速度有显著提高，并且索引的数据量节省了25%左右。

TEXT、LTEXT是分词索引的，而TEXTCHAR、LTEXTCHAR是不分词索引的。一般全文检索时，有两个应用级的关键指标：查全率和查准率。理论上不分词能做到100%的查全率，但远不能达到人们查准的要求，特别是在海量文献中，不分词往往找出一大堆仅是匹配上查询关键词但与所查概念完全无关的数据。实践证明，分词对提高查准率有很好的帮助。如：“原子组成分子”，如果不分词，当查询“成分”时，就会返回这条数据，如果选择分词类型字段，因它在索引中表现为“原子/组成/分子”，因此就不会返回这条与“成分”不相关的数据。不分词的字段字型往往用在一些如机构名称、人名、期刊名等需要通过只言片语返回一些线索以进一步查询的内容上。

TEXT系列全文索引支持的检索特性非常丰富，主要包括：

#### 4.10.1精确查找

检索语法： <检索字段名> = <检索词>

检索结果： 返回字段值与“检索词”完全匹配（但忽略字符大小写）的记录

TEXT语法格式及功能特点和前面的STRING索引类型的精确查找一样，但要求检索词必须出现在一句中。所有基于关键词检索的全文检索系统，都会提供这种检索特性。

#### 4.10.2位置查找

检索语法： <检索字段名> = <检索词位置控制表达式>

检索结果： 返回字段值与<检索词位置控制表达式>匹配的记录。

<检索词位置控制表达式>位置描述标记及其匹配方法列表如下：

|  |  |
| --- | --- |
| **格式** | **含义** |
| ‘STR1**#** STR2’ | 表示包含STR1和STR2，且STR1、STR2在同一句中； |
| ‘STR1 **%** STR2’ | 表示包含STR1和STR2，且STR1 与STR2在同一句中, 且STR1在STR2前面； |
| ‘STR1 **/NEAR N** STR2’ | 表示包含STR1和STR2，且STR1 与 STR2 在同一句中，且相隔不超过N个词/字； |
| ‘STR1 **/PREV N** STR2’ | 表示包含STR1和STR2，且STR1 与 STR2 在同一句中，STR1在STR2前面不超过N个词/字； |
| ‘STR1 **/AFT N** STR2’ | 表示包含STR1和STR2，且STR1 与 STR2 在同一句中，STR2在STR1后面至少N个词/字； |
| ‘STR1 **/SEN N** STR2’ | 表示包含STR1和STR2，且STR1 与 STR2 在同一段中，且这两个词所在句子的序号差不大于N； |
| ‘STR1 **/PRG N** STR2’ | 表示包含STR1和STR2，且这两个词所在段落的序号差不大于N。 |

但对比STRING字段类型，TEXT等文本索引类型提供了更丰富的位置查找方法。对于几千字几万字的内容，是很有必要进行更准确的位置查找。其技术上的内在原因是，TEXT等大文本字段在作索引时，不仅记录了每个词在句中的位置序号，还记录了词所在的段落序号，句子序号。而STRING字段类型总是作为单一句子来处理。

|  |
| --- |
| **注意：**前面所列位置描述标记前后都必须至少包含一个半角空格用以分隔表达式中不同的部分。 |

例如1，检索“CCND2009”表的“全文”列中，包含子串'网格'和'系统'，且'网格'和'系统'出现在同一句中的记录。KSQL语句：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 全文='网格 # 系统' |

例如2，检索“CCND2009”表的“全文”列中，含子串'信息'和'系统'，子串'信息'和'系统'出现在同一句中，'信息'出现在'系统'前面，且相隔不超过4个词（TEXTCHAR字段为字）的记录。KSQL语句：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 全文='信息 /PREV 4 系统' |

例如2，检索“CCND2009”表的“全文”列中，包含子串'解决'和'战争'，'解决'和'战争'出现在同一段中，且相隔不超过3个句子（4-1个句子）的记录。KSQL语句：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 全文='解决 /SEN 4 战争' |

#### 4.10.3词频查找

检索语法： <检索字段名> = “检索词 **$ N**“

其中，N表示所查关键词STR最少出现的次数。

检索结果： 返回字段值中包含<检索词>，并且最少出现N次的记录。

有时候，查询人员在查询一个关键词时，可能要求这个关键词在记录中出现很多次，他才认为这条记录是他想要的。这时可以借助于词频查找功能。

例如，我们在表CCND2009库中检索’计算机’这个词在“正标题”中至少出现两次的记录的结果。检索所用的KSQL语句是：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 正标题='计算机 $ 2' |

#### 4.10.4自动扩展查询

检索语法： <检索字段名> = XLS（ “检索词 “[,扩展词典]）

检索结果： 返回字段值包含<检索词>或者<检索词>的扩展词的记录。

自动扩检是利用KBase系统自带的扩展检索词典（SYS\_XLDICT）来实现的，如果检索词在扩展检索词典中有对应的词条，那么，KBase系统会利用扩展出的词条进行自动扩检。

例如检索所用的KSQL语句是：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 正标题='计算机 $ 2' |

如果扩展检索词典（SYS\_XLDICT）的“计算机”对应的扩展词条有：“电脑”、“computer”，那么实际上相当于我们执行了如下检索：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CCND2009 |
| **WHERE** | 正标题='计算机' |
| **OR** | 正标题='电脑' |
| **OR** | 正标题=' computer ' |

|  |
| --- |
| 需要注意的是，自动扩展检索可以用在前面提到的所有检索模式上，包括：包含检索、位置检索、词频查找。 |

#### 4.10.5 模糊查找

检索语法： <检索字段名> % <检索词>

检索结果： 返回字段值与“检索词”相比，符合模糊匹配关系的记录。

对于TEXT系列索引，系统支持的模糊匹配算法是将检索词进行切词，如果这些词全部出现在对应的文本中，就算命中，而不同于精确查找，要求检索词相邻并出现在同一句中。

自动扩展查询也提供模糊查找的方式。

### 4.11 TITLE、EXTITLE、EXTITLECHAR、QSTRING、QSTRCHAR类型

TITLE索引类型，是为了专门适应针对文章标题这种数据来设计的。其支持的检索与LTEXT完全一样。

TITLE特别之处是索引时不分句、不分段，也就是说全部文本只是一个句子，因此，对于句子、段落的位置检索实际上与同句的位置检索一致。

EXTITLE基本同TITLE，其区别是TITLE索引时采用了停用字，EXTITLE索引时不采用停用字，在实际应用中可能更适合文章标题这种数据类型。

EXTITLECHAR 与 EXTITLE 检索特性一致，区别仅仅在分词处理上，也就是说，EXTITLE支持分词，而EXTITLECHAR 不分词，按字符来做索引。

KBase 10.0 开始支持相关查询，为了有更好的相关查询效果，开发了EXTITLE的升级版QSTRING，两者在功能特性方面完全一致。同样，QSTRCHAR是EXTITLECHAR的升级版本，也仅仅是为了优化相关查询效果。

这些索引支持的检索特性主要包括：

#### 4.11.1精确查找

检索语法： <检索字段名> = <检索词>

检索结果： 返回字段值与“检索词”完全匹配（但忽略字符大小写）的记录

#### 4.11.2位置查找

检索语法： <检索字段名> = <检索词位置控制表达式>

检索结果： 返回字段值与<检索词位置控制表达式>匹配的记录。

<检索词位置控制表达式>位置描述标记及其匹配方法列表如下：

|  |  |
| --- | --- |
| **格式** | **含义** |
| ‘STR1**#** STR2’ | 表示包含STR1和STR2 |
| ‘STR1 **%** STR2’ | 表示包含STR1和STR2， 且STR1在STR2前面； |
| ‘STR1 **/NEAR N** STR2’ | 表示包含STR1和STR2，且相隔不超过N个词/字； |
| ‘STR1 **/PREV N** STR2’ | 表示包含STR1和STR2，STR1在STR2前面不超过N个词/字； |
| ‘STR1 **/AFT N** STR2’ | 表示包含STR1和STR2，STR2在STR1后面至少N个词/字； |
| ‘STR1 **/SEN N** STR2’ | 同‘STR1**#** STR2’，为了保留形式上的支持 |
| ‘STR1 **/PRG N** STR2’ | 同‘STR1**#** STR2’， 为了保留形式上的支持 |

#### 4.11.3词频查找

检索语法： <检索字段名> = “检索词 **$ N**“

其中，N表示所查关键词STR最少出现的次数。

检索结果： 返回字段值中包含<检索词>，并且最少出现N次的记录。

#### 4.11.4自动扩展查询

检索语法： <检索字段名> = XLS（ “检索词 “[,扩展词典]）

检索结果： 返回字段值包含<检索词>或者<检索词>的扩展词的记录。

#### 4.11.5 模糊查找

检索语法： <检索字段名> % <检索词>

检索结果： 返回字段值与“检索词”相比，符合模糊匹配关系的记录。

#### 4.11.6全文索引中停用词的影响

TITLE 和EXTITLE的区别在乎停用词的处理。在各种全文索引方法中，一般对于各种分词的索引，我们一般会引入停用词，包括TITLE，但对于EXTITLE、QSTRING是不使用停用词的。

例如，表 期刊 字段“篇名”，其五条记录如下

|  |  |
| --- | --- |
| **记录序号** | **“篇名”字段值** |
| 1 | 地对空导弹 |
| 2 | 空对地导弹 |
| 3 | 对空扫描 |

执行KSQL：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | 期刊 |
| **WHERE** | 篇名=“地对空” |

如果字段“篇名”为 LTEXT、COMPACTQTEXT、QTEXT、TITLE等索引类型，则能命中记录序号为 1、3 的记录。

如果字段“篇名”为 ABSTRACT索引类型，则能命中记录序号为 1、2、3 的记录。

如果字段“篇名”为 EXTITLE、QSTRING索引类型，则能准确命中记录序号为 1 的记录。

### 4.12 ABSTRACT类型

ABSTRACT索引类型，是为了提高全文检索性能来实现的。其支持的检索功能与TEXT完全一样。

这两者索引提高性能的方法主要是通过索引的裁剪来实现的。特点是索引时系统对每个词所在位置信息只记录到句子序号。因此，对于“精确检索”、“位置检索”的实现上，无法实现与TEXT字段一样精确支持。虽然“精确检索”的效果有所下降，但这种检索更接近于当前索引引擎的默认检索方式，但在大多数情况下，仍然有很好的检索效果。

ABSTRACT索引支持的检索特性主要包括：

#### 4.12.1精确查找

检索语法： <检索字段名> = <检索词>

检索结果： 返回字段值与“检索词”“精确”匹配的记录

ABSTRACT由于索引信息中只记录到句子序号，“精确”匹配的方法受到索引结构的限制。例如查询检索词“检索功能”和“功能检索”得到的结果会完全一样。

#### 4.12.2位置查找

检索语法： <检索字段名> = <检索词位置控制表达式>

检索结果： 返回字段值与<检索词位置控制表达式>匹配的记录。

<检索词位置控制表达式>位置描述标记及其匹配方法列表如下：

|  |  |
| --- | --- |
| **格式** | **含义** |
| ‘STR1**#** STR2’ | 表示包含STR1和STR2，且STR1、STR2在同一句中； |
| ‘STR1 **%** STR2’ | 同‘STR1**#** STR2’， 为了保留形式上的支持 |
| ‘STR1 **/NEAR N** STR2’ | 同‘STR1**#** STR2’， 为了保留形式上的支持 |
| ‘STR1 **/PREV N** STR2’ | 同‘STR1**#** STR2’， 为了保留形式上的支持 |
| ‘STR1 **/AFT N** STR2’ | 同‘STR1**#** STR2’， 为了保留形式上的支持 |
| ‘STR1 **/SEN N** STR2’ | 表示包含STR1和STR2，且这两个词所在句子的序号差不大于N； |
| ‘STR1 **/PRG N** STR2’ | 表示包含STR1和STR2，且相隔不超过16\*（N+1）个句子； |

另外，需要注意的是，ABSTRACT类型的分句算法与TEXT、LTEXT有所不同，ABSTRACT分句算法更接近于自然语言的分句。

#### 4.12.3词频查找

检索语法： <检索字段名> = “检索词 **$ N**“

其中，N表示所查关键词STR最少出现的次数。

检索结果： 返回字段值中包含<检索词>，并且最少出现N次的记录。

#### 4.12.4自动扩展查询

检索语法： <检索字段名> = XLS（ “检索词 “[,扩展词典]）

检索结果： 返回字段值包含<检索词>或者<检索词>的扩展词的记录。

#### 4.12.5 模糊查找

检索语法： <检索字段名> % <检索词>

检索结果： 返回字段值与“检索词”相比，符合模糊匹配关系的记录。

### 4.13 COMPACTQTEXT类型

COMPACTQTEXT和ABSTRACT各种特性几乎一样，但由于 COMPACTQTEXT 索引记录了分词后的常用组合词的信息，因此一方面不仅提高了检索的性能，另一方面也改善了ABSTRACT的“精确检索”效果。

例如，如果按照ABSTRACT来索引，即使用户想精确检索“特别之处是TITLE不分段不分句”，也能检索到“TITLE特别之处是不分句、不分段”对应的记录。如果按照COMPACTQTEXT来索引，实现的就更加精确，上面的检索结果就不会出现。

COMPACTQTEXT具体用法和功能请参阅ABSTRACT。

### 4.14 QTEXT类型

QTEXT索引类型，是一种兼顾检索性能和精确检索效果的索引结构。其检索特性与LTEXT几乎完全一样。

QTEXT检索性能优异，是TEXT、LTEXT、ABSTRACT、COMPACTQTEXT的升级版本。

QTEXT索引支持的检索特性主要包括：

#### 4.14.1精确查找

检索语法： <检索字段名> = <检索词>

检索结果： 返回字段值与“检索词”完全匹配（但忽略字符大小写）的记录

#### 4.14.2位置查找

检索语法： <检索字段名> = <检索词位置控制表达式>

检索结果： 返回字段值与<检索词位置控制表达式>匹配的记录。

<检索词位置控制表达式>位置描述标记及其匹配方法列表如下：

|  |  |
| --- | --- |
| **格式** | **含义** |
| ‘STR1**#** STR2’ | 表示包含STR1和STR2，且STR1、STR2在同一句中； |
| ‘STR1 **%** STR2’ | 表示包含STR1和STR2，且STR1 与STR2在同一句中, 且STR1在STR2前面； |
| ‘STR1 **/NEAR N** STR2’ | 表示包含STR1和STR2，且STR1 与 STR2 在同一句中，且相隔不超过N个词/字； |
| ‘STR1 **/PREV N** STR2’ | 表示包含STR1和STR2，且STR1 与 STR2 在同一句中，STR1在STR2前面不超过N个词/字； |
| ‘STR1 **/AFT N** STR2’ | 表示包含STR1和STR2，且STR1 与 STR2 在同一句中，STR2在STR1后面至少N个词/字； |
| ‘STR1 **/SEN N** STR2’ | 表示包含STR1和STR2，且这两个词所在句子的序号差不大于N； |
| ‘STR1 **/PRG N** STR2’ | 表示包含STR1和STR2，且相隔不超过16\*（N+1）个句子； |

#### 4.14.3词频查找

检索语法： <检索字段名> = “检索词 **$ N**“

其中，N表示所查关键词STR最少出现的次数。

检索结果： 返回字段值中包含<检索词>，并且最少出现N次的记录。

#### 4.14.4自动扩展查询

检索语法： <检索字段名> = XLS（ “检索词 “[,扩展词典]）

检索结果： 返回字段值包含<检索词>或者<检索词>的扩展词的记录。

#### 4.14.5 模糊查找

检索语法： <检索字段名> % <检索词>

检索结果： 返回字段值与“检索词”相比，符合模糊匹配关系的记录。

#### 4.14.6 相关查找

检索语法： <检索字段名> %= <检索词>

检索结果： 返回字段值与“检索词”相比，最相关的部分记录。

### 4.15 LFTEXT类型

其功能检索特性与QTEXT几乎完全一样，差别在于LFTEXT仅仅使用回车和换行符作为分句符号。

LFTEXT具体用法和功能请参阅QTEXT。

### 4.16 TYTDTEXT和TYTEXT类型

基本检索功能与LTEXTCHAR完全一样。

TYTDTEXT和TYTEXT特点在于，在匹配的时候，汉字按照同音字来匹配，而不同于其他全文索引类型，匹配方式是按照汉字内码来进行的。其中 TYTDTEXT 匹配同音字并且区分音调，TYTEXT 则不区分音调。需要注意的是，对于多音的汉字，以其常用音为准。

GBK 字符集中，将繁体字和简体字统一到这一个编码字符集中。同一个字不同字形，发音当然一致。所以，同音字也支持繁简统一。

在最新的系统中，提供了最新的索引模式，“词干”索引，支持汉字繁简统一、英文词干统一。下面以示例说明这其中的差别：

表 TEST 字段“词汇”，其五条记录如下

|  |  |
| --- | --- |
| **记录序号** | **“词汇”字段值** |
| 1 | 实施 |
| 2 | 试试 |
| 3 | 石狮 |
| 4 | 事实 |
| 5 | 實施 |

执行KSQL：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | test |
| **WHERE** | 词汇=实施 |

如果字段“词汇”为 LTEXTCHAR，“正常”索引模式，则能命中记录序号为 1 的记录。

如果字段“词汇”为 LTEXTCHAR，“词干”索引模式，则能命中记录序号为 1、5 的记录。

如果字段“词汇”为 TYTDTEXT，“正常”索引模式，则能命中记录序号为 1、3、5 的记录。

如果字段“词汇”为 TYTEXT，“正常”索引模式，则能命中记录序号为 1、2、3、4、5 全部记录。

### 4.17 VECTOR、SVSM、MVSM类型

VECTOR是KBase系统提供的基于向量运算的索引类型，为了有更高效的查询效果，权重过低的部分结果记录会被舍弃，不参与计算。

SVSM类型与VECTOR类型的区别，在于SVSM类型所有命中的结果记录号都会参与计算，性能上有所差异。MVSM是VECTOR的简化版。

这些索引类型支持的检索语法：

检索语法： <检索字段名> = [参数:N<,|;>]<检索词>

其中：

<检索词>:: =<W1:F1,W2:F2,…Wi:Fi> 或者 <W1:F1;W2:F2; …Wi:Fi>

[参数:N<,|;>]

(1)\_\_PRECISION:N 设置精度值，N值范围(1-100)；

(2)\_\_MINRELEVANT:N 设置最小相关度取值，N值范围(1-60)，检索出记录的相关度均要大于N值；

(3)\_\_MINHITWORD:N 必须命中特征词个数，值得注意的事， Wi:+Fi，此种写法权重前有‘+’号，表示必须命中该特征词。

各参数间可以合并使用。需要注意的是，特征词间的分隔符与[参数:N]后的分隔符，必须与系统设置的分隔符保持一致，系统分隔符参数设置参考VECTOR数据类型章节。

检索结果： 返回字段值与“检索词”进行向量运算后，计算结果符合要求的记录。

举例:

1. 前提系统设置(;)为分隔符，查找多个特征词，精度达95%：

SELECT SYS\_VSM FROM CJFD01 WHERE SYS\_VSM ='\_\_PRECISION:95;社会公平问题:7658;和谐社会:6352;实现途径:731;价值理想:544;人类社会:351;社会公正:81;'

1. 前提系统设置(,)为分隔符，查找多个特征词，相关度高于50%的记录：

SELECT SYS\_VSM FROM CJFD01 WHERE SYS\_VSM ='\_\_MINRELEVANT:50,社会公平问题:7658,和谐社会:6352,实现途径:731,价值理想:544,人类社会:351,社会公正:81,'

1. 前提系统设置(;)为分隔符，查找多个特征词，至少命中其中2个特征词，且包含特征词’和谐社会’：

SELECT SYS\_VSM FROM CJFD01 WHERE SYS\_VSM ='\_\_MINHITWORD:2;社会公平问题:7658;和谐社会:+6352;实现途径:731;价值理想:544;人类社会:351;社会公正:81;'

1. 前提系统设置(,)为分隔符，查找多个特征词，至少命中其中2个特征词，且相关度高于50%的记录：

SELECT SYS\_VSM FROM CJFD01 WHERE SYS\_VSM ='\_\_MINHITWORD:2,\_\_MINRELEVANT:50,社会公平问题:7658,和谐社会:6352,实现途径:731,价值理想:544,人类社会:351,社会公正:81,'

### 4.18 FINGERPRINT类型

FINGERPRINT是全文指纹检索类型。

### 4.19 SEARCHENGINE类型

SEARCHENGINE检索类型提供搜索引擎类似的检索功能。

### 4.20 MIX类型

MIX 类型并不提供实际的索引，一般情况下，它给VIRTUAL数据字段实现检索功能。其实现检索的方法是直接查找VIRTUAL数据字段映射的字段的索引。因此，其检索特性由数据字段本身的映射字段的索引来决定。

## 5、数据索引模式

KBASE系统不仅提供了丰富的数据索引类型，来实现各种检索特性，还进一步同时支持多种不同的索引模式，来实现更多的检索特性。

KBASE系统支持的索引模式包括： **NON**（无索引）、**NORMAL**（普通索引）、**UNIQ**（单一索引）、**STEM**（词干索引）。

### 5.1 NON（无索引）

如果是无索引，只能支持精确查询，对正常索引和唯一索引都支持前面提到的所有检索方式。正常索引和唯一索引在使用上是一致的，其差别体现在性能上。唯一索引更适合不重复的字段。

### 5.2 NORMAL（普通索引）(性别)

NORMAL索引模式适合几种数值型索引以外的索引类型。其特征是，在索引结构中每个关键字只记录一次，即关键字唯一。

### 5.3 UNIQ（单一索引）

UNIQ索引模式适合数值型索引和CHAR系列的索引类型。其特征是，在索引结构中每条记录记录一次，这意味着索引结构中关键字可以重复。

### 5.4 STEM（词干索引）

STEM索引模式适合所有的文本型索引类型。其特征是，对英文的数据，会统一按词干进行索引。中文数据会统一繁简来索引，而不同于以前仅仅忽略大小写来索引。

第四章 KSQL数据定义语句

1、数据库定义语句

1.1创建数据库

语法格式：

CREATE DATABASE <数据库名>

参数：

<数据库名>新数据库的名称。数据库名称在服务器中必须唯一，并且符合标识符的规则，数据库名最多可以包含 64个字符。

语句功能：

创建一个新数据库。

使用说明：在KBASE中，数据库是一个逻辑概念，不需独立的存储空间。一个数据库可以包含多个表，但这些表并不需要存储在同一位置。因此，数据库和表之间是一种松散的关系。系统缺省状态下有五个数据库：SYSTEM、DEFAULTDB、USP、TEMP、TELE。

举例：

创建数据库MYDB。

|  |  |
| --- | --- |
| **CREATE DATABASE** | MYDB |
|  |  |

1.2删除数据库

语法格式：

DROP DATABASE <数据库名>

参数：

<数据库名>将要删除的数据库的名称。数据库名称必需在服务器中存在。

语句功能：

删除一个数据库

举例：

删除数据库MYDB。

|  |  |
| --- | --- |
| **DROP DATABASE** | MYDB |

2、表定义语句

2.1创建表

语法格式：

CREATE [<表类型>] TABLE <表定义> [<表的附加定义>] (<列列表>) [WITHSTORAGESPACE<存储空间定义列表>]

<表定义> ::= <表名> [PATH <路径名>] [AT <数据库名>]

<列列表> ::= <列定义> { , <列定义>}

<列定义> ::= <列名><数据存储类型> [(<列长度>)] [<编码>] [INDEX <数据索引类型>] [<索引模式>] [<索引方法>] [ALIASNAME<列别名>] [DISPLAYNAME<列显示名>] [DEFAULT <缺省值>]

<表的附加定义> ::= ALIASNAME <表别名> [<表拥有者><表密码>]

<存储空间定义> ::= <存储空间> {, <存储空间> }

<存储空间> ::= <存储空间类型><存储空间名字> [(<列名> {，<列名>} )]

参数：

<表类型> 不输入表示创建普通表，TEMP 表示创建内存表（临时表）。

<表名> 待创建表的名称，表名在服务器中必需唯一，并且符合标识符的规则，表名最多可以包含 128个字符。

<列名> 列的名称，必需在该表的定义中唯一，并且符合标识符的规则，列名最多可以包含 64个字符。

<路径名> 本表将要存储的物理路径，该路径必需存在，最大长度为256，缺省为KBASE的系统目录，其中路径名的最后一部分是表的物理文件名，路径名中的目录部分一定要存在。

<数据库名> 本表逻辑上隶属的数据库，指定的数据库名必须已经存在。

<列类型> 列的数据类型，有关KBASE数据类型请参照相关章节。

<列长度> 列的存储长度，缺省为4。

<索引模式> 列的索引类型。系统支持的索引模式包括**NON**（无索引）、**NORMAL**（普通索引）、**UNIQ**（单一索引）、**STEM**（词干索引）。缺省为**NON**。

<索引方法> 列的索引方法。系统支持的索引方法有两种：**AUTO**（自动建立索引）和 **MANUAL**（手动索引）

<缺省值> 列的缺省值。

<存储空间类型>**INDEPENDENT** 独立存储空间、**SHARED**共享存储空间。

<存储空间名字> 待创建存储空间的名称。

注：有关存储空间的详细说明见本章的第5节。

语句功能：

创建一个表。

举例：

在C:\DATA目录中创建表STUDENT，包含字段SNO、NAME和AGE，其中在SNO上建有普通索引，该表所属的数据库为MYDB，这里表的物理文件名字与表的名字相同。

|  |  |
| --- | --- |
| **CREATE TABLE** | STUDENT |
| **PATH** | 'C:\DATA\STUDENT' |
| **AT** | MYDB |
|  | (SNO INTEGER NORMAL, NAME CHAR(30),AGE INTEGER) |

2.2修改表结构

#### (1) 添加列

语法格式：

ALTER TABLE <表名> ADD <添加列列表>

<添加列列表>::=<添加单列信息> [,<添加列列表>]

<添加单列信息>::= <列定义> [AT <列号>]

参数：

<列号> 列的位置，缺省在最后。第一列的列号为0，第二列的列号为1，…

<列定义>说明参见创建表的说明。

语句功能：

给指定表添加一列。

举例：

为表STUDENT添加一个ADDRESS列，在该列上建有普通索引，该列位置定为第二列,再添加一个POLITICS列，该列上无索引。

|  |  |
| --- | --- |
| **ALTER TABLE** | STUDENT |
| **ADD** | ADDRESS CHAR(40) NORMAL AT 1, POLITICS CHAR(10) NON |

#### (2) 修改列

语法格式:

ALTER TABLE <表名> ALTER <修改列列表>

<修改列列表>::=<修改单列信息> [,<修改列列表>]

<修改单列信息>::= <原列名> AS <列定义> [AT <列号>]

参数:

参数说明参见创建表、修改列的说明。

语句功能

修改指定表的指定列。

举例:

修改表STUDENT的ADDRESS列，将其列名改为“家庭住址”，不建立索引，别名改为“住址”，位置改为第四列。

|  |  |
| --- | --- |
| **ALTER TABLE** | STUDENT |
| **ALTER** | ADDRESS |
| **AS** | 家庭住址 CHAR(40) NON ALIASNAME 住址 AT 3 |

#### (3) 删除列

语法格式:

ALTER TABLE <表名> DROP <删除列列表>

<删除列列表> ::= <列名>{,<列名>}

参数:

<表名> 待修改的表的名称，表名必须已经存在。

<列名> 列的名称，必须在该表的结构中包含。

语句功能:

删除指定表的指定列。

举例:

删除表STUDENT的“ADDRESS”列和“POLITICS”列。

|  |  |
| --- | --- |
| **ALTER TABLE** | STUDENT |
| **DROP** | ADDRESS, POLITICS |

2.3修改表的物理路径

语法格式：

ALTER TABLE <表名>PATH<新路径名>

参数：

<表名> 待修改的表的名称。

<新路径名>表物理文件的新的路径，将要存储的物理路径，该路径必需存在，最大长度为256，缺省为KBASE的系统目录，其中路径名的最后一部分是表的物理文件名，路径名中的目录部分一定要存在。

语句功能：

修改指定表的物理路径。

使用说明：

表名必须在KBase数据库中已经存在，并且新的存储路径下面存放着完整的物理文件，所谓完整指的是该目录下的信息可以支持KBase以正常的方式处理该表。实际上路径下的物理文件也是KBase系统产生的，只不过是在另一台服务器上产生的，需要做的是将当前KBase系统的表指向新的物理文件。

举例：

表STUDENT的物理路径为D:\KBase\STUDENT，修改其物理路径变为D:\NewData\ STUDENT。

|  |  |
| --- | --- |
| **ALTER TABLE** | STUDENT |
| **PATH** | ‘D:\NewData\STUDENT’ |

2.4删除表

语法格式:

DROP TABLE <表名>

参数:

<表名> 待删除的表的名称，表名必须已经存在。

语句功能:

删除指定表。

举例:

删除表STUDENT。

|  |  |
| --- | --- |
| DROP TABLE | STUDENT |

2.5表的高级操作

#### 2.5.1引入表

语法格式：

IMPORT TABLE <表路径> [ AT <数据库名>]

参数：

<表路径> 表文件的存储路径。

<数据库名> 将表引入后，表所在的数据库名。

语句功能：

引入的表功能起到注册表的作用，前提是存在通过备份或其它手段得到的表的物理文件。如果想重新使用该表，可以通过引入表功能将该表注册到KBase数据库，此时表的实际存储位置仍为对应物理文件所在的位置。

使用说明：

如果指定数据库名，该库名必须存在。在缺省情况下，数据库名为DEFAULTDB。

举例：

引入d:\fts\data下的STUDENT表，引入后该表位于MYDB库。

|  |  |
| --- | --- |
| **IMPORT TABLE** | ‘d:\fts\data\STUDENT’ |
| **AT** | MYDB |

#### 2.5.2连接外部表

语法格式：

CONNECT <表类型> TABLE <表名> PATH <表路径><ip地址><端口号><用户名><口令> [AT <库名>]

<表类型>::= USP | TELE

参数：

<表类型> 只支持连接两种外部表：并行表（TELE）和USP表。

<表名> 欲引入的表的名称。

<表路径> 表的存储路径。

<ip地址> 远程主机的ip地址。

<端口号> 远程主机的端口号。

<用户名> 远程主机的用户名。

<口令> 远程主机的口令。

<库名> 创建后存放的库的名称。

语句功能:

连接指定主机上的外部表，包括并行表（TELE）和USP表等。通过连接外部表可以将其它数据库的内容与KBase数据库发生关联，从而使得用户可以透明的访问其它异构数据源的信息。

使用说明:

必须具有远程主机的用户名和口令才能连接远程机器上的外部表。

举例:

连接192.168.20.52机器上的STUDENT表，连接后的表存储在d:\fts\data下,用户名为guest，口令为guest。

|  |  |
| --- | --- |
| **CONNECT** | TELE |
| **TABLE** | STUDENT |
| **PATH** | 'd:\fts\data' '192.168.20.52' 4567 guest guest |

#### 2.5.3重命名表

语法格式:

DBUM RENAME TABLE <旧表名><新表名>

语句功能:

修改指定表的表名，但是不修改表的文件名。

使用说明:

无。

举例:

修改表STUDENT的表名为STUDENT01。

|  |  |
| --- | --- |
| **DBUM RENAME TABLE** | STUDENT STUDENT01 |

#### 2.5.4修改表的文件名

语法格式：

DBUM RENAME TABLE PATH <表名><目标文件名>

参数：

<目标文件名> 修改表的文件名为指定的目标文件名。

语句功能：

修改指定表的文件名，同时也修改了表名。

使用说明：

无。

举例：

修改STUDENT的文件名为STUDENT01。

|  |  |
| --- | --- |
| **DBUM RENAME TABLE PATH** | STUDENT STUDENT01 |

#### 2.5.5移动表

语法格式:

DBUM RENAME TABLE DATABASE <表名><目标数据库名>

参数:

<目标数据库名> 将表移动到的目标数据库名。

语句功能:

将指定表移动到指定的数据库。

使用说明:

无。

举例:

移动表STUDENT到DEFAULTDB数据库。

|  |  |
| --- | --- |
| **DBUM RENAME TABLE DATABASE** | STUDENT DEFAULTDB |

#### 2.5.6设置表的缓冲级别

语法格式：

DBUM SET TABLE <表名>CACHELEVEL(0|1|2|3|4|5)

参数：

0表示为该表设置系统默认的缓存大小。1表示采用默认大小的2倍，2表示默认大小的4倍，…，5表示默认大小的32倍，最高为5。对于系统表，Hotstar支持自动设置较高的缓存级别，用户可以为经常需要访问且数据量不是太大的表设置较高的缓存级别。

举例：

为STUDENT表设置2级缓冲大小，即是系统默认表缓冲大小的4倍。

|  |  |
| --- | --- |
| **DBUM SET TABLE** | STUDENT |
| **CACHELEVEL** | 2 |

#### 2.5.7激活/禁止表

语法格式：

DBUM ACTIVATE TABLE <表名>(TRUE|FALSE)

参数：

<表名> 将要被激活或禁止的表名。

TRUE表示激活表，FALSE表示禁止表。当一个表被激活时，可以对其进行任何操作。当一个表被禁止时，不能进行查询。在进行大规模索引之前，需要禁止表，以禁止其它用户的访问。再索引建立完成后，需要激活表，才可以被查询。系统关闭时，表当前是否激活的状态并不保存，在下次启动时，每个表的状态都重置为激活。

举例：

禁止表STUDENT。

|  |  |
| --- | --- |
| **DBUM ACTIVATE TABLE** | STUDENT |
|  | FALSE |

2.6创建联合表

语法格式:

CREATE TABLE <联合表定义> AS <子表1> [WITH <子表1> [,<子表2>, …]]

<联合表定义> ::=

<表名> [AT <数据库名>]

参数:

<表名> 待创建表的名称，表名在服务器中必需唯一，并且符合标识符的规则，表名最多可以包含 128个字符。

<数据库名> 本表逻辑上隶属的数据库，指定的数据库名必须已经存在。

说明:

子表1必须存在，子表2，…不一定必须存在，这就提供了一定的扩展，可以以后创建表，创建后该表的信息可通过对应的联合表查找。

子表1、子表2…必须同构，即字段名，字段类型完全一样。

语句功能:

创建一个联合表。

举例:

在数据库MYDB中创建联合表STUDENT，目前已经存在STUDENT01、STUDENT02，并且两个表包含相同的字段SNO、NAME和AGE。

|  |  |
| --- | --- |
| **CREATE TABLE** | STUDENT |
| **AT** | MYDB |
| **AS** | STUDENT01 |
| **WITH** | STUDENT02 |

3、视图定义语句

3.1创建视图

语法格式：

CREATE VIEW <视图名字> AS <SELECT语句>

参数：

<视图名字> 待创建视图的名称，视图名字在服务器中必需唯一，并且由于表和视图共享数据库中相同的名称空间，数据库中不能包含具有相同名称的表和视图，另外，视图名字必须符合标识符的规则，视图名字最多可以包含 128个字符。

<SELECT语句> 参见 KSQL 查询语句的说明。需要注意的值，作为视图的SELECT语句，排序子句、分组子句将被忽略，并且不支持过滤子句。

示例：

创建视图 VSTUDENT。

|  |  |
| --- | --- |
| **CREATE VIEW** | VSTUDENT |
| **AS** | SELECT \* FROM STUDENT WHERE |

3.2删除视图

语法格式：

DROP VIEW <视图名字>

示例：

创建视图 VSTUDENT。

|  |  |
| --- | --- |
| **DROP VIEW** | VSTUDENT |

3.3视图嵌套

KBASE 系统支持两级的视图嵌套。即允许视图作为上面<SELECT语句>中的检索对象，但已经包含视图的视图，不能再被嵌套。

4、索引定义语句

在KBase系统支持四种索引模式：**NON**（无索引）、**NORMAL**（普通索引）、**UNIQ**（单一索引）、**STEM**（词干索引），缺省为**NON**。单一索引指的是在索引树的叶结点中存放的是实际的关键词和对应的单一记录号，普通索引在索引树的叶结点中存放的是指针，指向一个另外的存储单元，存储单元存放着关键词，以及对应该关键词的所有记录号。因此，单一索引适合关键词重复较少的情况，而普通索引适合关键词重复较多的情况。

KBase 系统支持词干索引模式，它主要用于修饰全文类索引。采用此模式，对英文的数据，会统一按词干进行索引，中文数据会统一繁简来索引，而不同于正常情况下仅仅忽略大小写来索引。“词干”索引模式的支持进一步丰富了全文的检索特性。

在KBase系统中，索引的指定是在创建表的时候，并可以指定索引方法。索引方法有两种：**AUTO**（自动建立索引）和 **MANUAL**（手动索引）。这里的KSQL语句提供了单独建立和删除索引的功能，其中的一个原因是全文索引的建立过程通常比较慢，因此对这个过程的操作需要较高的灵活性。

4.1建立索引

语法格式：

INDEX <表名><列名设定>|ALL

[FROM <记录号>]

<列名设定>::=ON <列名> {,<列名>}

参数：

ALL 表示给所有字段建立索引

<列名> 为待建立索引的列。

<记录号> 指定对记录号以后的数据执行索引操作。记录号为整数，从0开始计数，默认为“0”，指从表第一条记录开始索引。[FROM <记录号> ] 可省略，系统将对表或者指定列名的指定开始行以后的数据执行索引。

|  |
| --- |
| **注意：**这里的ALL对应于表在创建时指定索引的所有字段，同样，<列名>也必须在创建表的时候指定了索引。 |

语句功能：

对指定表建立索引。

举例：

给STUDENT表重新建立索引。

|  |  |
| --- | --- |
| **INDEX** | STUDENT all |

语句功能：

对指定表的指定列建立索引。

举例：

给STUDENT表中姓名重新建立索引。索引类型是表定义时已经定义好的。

|  |  |
| --- | --- |
| **INDEX** | STUDENT ON NAME |

语句功能：

对指定表指定列的指定开始行以后的数据建立索引。

举例：

STUDENT表中原有记录500条（已做索引），之后导入了600条记录，给STUDENT表中姓名从500条以后的数据建立索引。索引类型是表定义时已经定义好的。

|  |  |
| --- | --- |
| **INDEX** | STUDENT ON NAME |
| **FROM** | 500 |

4.2删除索引

语法格式:

* + 1. 删除指定表的所有列的索引：

DBUM DROP ALL INDEX OF TABLE <表名>

* + 1. 删除指定表指定列的索引：  
       DBUM DROP INDEX <列名> OF TABLE <表名>

举例:

删除表STUDENT中篇名列的索引。

|  |  |
| --- | --- |
| **DBUM DROP INDEX** | 篇名 |
| **OF TABLE** | STUDENT |

4.3激活/禁止表的索引

语法格式：

DBUM ACTIVATE INDEX <列名> OF TABLE <表名>(TRUE|FALSE)

参数：

TRUE表示激活表指定列的索引，FALSE表示禁止表指定列的索引。表某列索引被禁止后，不能再通过该列查询该表。只有等待该索引被激活，才能根据其查询该表。Hotstar退出时，各表各索引是否激活的信息并不被保存。Hotstar重新启动时，各表各索引自动处于激活状态。

举例：

禁止表STUDENT篇名列的索引。

|  |  |
| --- | --- |
| **DBUM ACTIVATE INDEX** | 篇名 |
| **OF TABLE** | STUDENT |
|  | FALSE |

5、存储空间定义语句

存储空间旨在提高读取数据的速度，其基本原理是将一个表内的数据存储位置按照列的不同分成多个部分，用户检索时可能不需要访问所有部分，以此减少不必要的磁盘I/O。

存储空间的基本操作。

5.1 定义存储空间

#### 5.1.1 在创建表时指定存储空间

在创建表时，可以创建多个存储空间(但有限度，一个表最多六个存储空间)，可以指定每个列存储在那个存储空间上，如不指定，将存储在缺省的存储空间上。

创建表时定义存储语法的语法，见本章2.1节。

#### 5.1.2 创建表后定义存储空间

语法格式：

CREATESTORAGESPACE [SHARED/INDEPENDENT] <存储空间名>ONTABLE<表名>

说明：

SHARED 表示创建的存储空间与默认的存储空间使用共同的.SOB和.LXT文件。

INDEPENDENT 表示创建的存储空间使用独立的.SOB和.LXT文件。

例1：

|  |  |
| --- | --- |
| **CREATE TABLE** | STUDENT (AGE INTEGER NORMAL, SNO INTEGER NORMAL) |
| **WITH STORAGESPACE** | SHARED |
|  | S1(SNO) |

例2：

|  |  |
| --- | --- |
| **CREATE TABLE** | STUDENT01 (AGE INTEGER NORMAL, SNO INTEGER NORMAL) |
| **WITH STORAGESPACE** | INDEPENDENT |
|  | S2(SNO) |

例3：

|  |  |
| --- | --- |
| **CREATE STORAGESPACE** | SHARED |
|  | S3 |
| **ON TABLE** | STUDENT02 |

说明：

存储空间创建后，会在与表的路径下面创建相应的文件。如例1会产生student\_s1.rec文件，例2会产生student01\_s2.rec，student01\_s2.sob，student01\_s2.lxt文件。

#### 5.1.3 添加某列到指定的存储空间

(1) 添加一列

ALTERTABLE<表名> ADD<列定义>[ONSTORAGESPACE <存储空间名>]

(2) 添加多列

ALTERTABLE<表名> ADD<列定义1> [ONSTORAGESPACE <存储空间名1>],…, <列定义N>[ON STORAGESPACE <存储空间名N>]

说明：

指定的表中必须已经创建了该存储空间。

例如：

|  |  |
| --- | --- |
| **ALTER TABLE** | STUDENT |
| **ADD** | COL2 INTEGER |
| **ON STORAGESPACE** | S1 |

说明：

在指定的存储空间添加列后，该列的数据都会存储在该存储空间上。

#### 5.1.4删除存储空间上的列

删除列时不用指定存储空间名。要删除的列必须是存在的列。

1. 删除一列：

ALTER TABLE <表名> DROP <列名>

1. 删除多列：

ALTER TABLE <表名>DROP <列名1>,…,<列名N>

例如：

|  |  |
| --- | --- |
| **ALTER TABLE** | STUDENT |
| **DROP** | COL1 |

5.2 删除存储空间

语法格式：

DROPSTORAGESPACE <存储空间名> on table <表名>

说明：

存储空间上必须没有任何列，才能进行DROP操作。DROP后，相应的文件还存在，但是该文件与该表已经没有任何关系。

例如：

|  |  |
| --- | --- |
| **DROP STORAGESPACE** | S1 |
| **ON TABLE** | STUDENT |

6、索引空间定义语句

6.1 创建一个索引空间

语法格式：

CREATE INDEXSPACE <索引空间名>

ON TABLE <表名>

6.2 修改一个或多个索引的索引空间位置

语法格式：

DBUM MOVE INTO INDEXSPACE <索引空间名>

<索引列名>[,<索引列名>… ]

ON TABLE <表名>

例如：

|  |  |
| --- | --- |
| **CREATE INDEXSPACE** | 姓名 |
| **ON TABLE** | STUDENT |

|  |  |
| --- | --- |
| **DBUM MOVE INTO INDEXSPACE** | 姓名 |
|  | NAME |
| **ON TABLE** | STUDENT |

|  |  |
| --- | --- |
| **CREATE INDEXSPACE** | 频次 |
| **ON TABLE** | 期刊 |

|  |  |
| --- | --- |
| **DBUM MOVE INTO INDEXSPACE** | 频次 |
|  | 被引频次,他引频次,下载频次,浏览频次,是否高下载,是否高浏览,是否高被引,是否高他引 |
| **ON TABLE** | 期刊 |

7、字段映射关系定义语句

7.1 添加字段映射关系

语法格式：

ALTER TABLE <表名>ADD FIELDMAP

<映射字段名><源字段名><权重>

[, <映射字段名><源字段名><权重> ]

[, <映射字段名><源字段名><权重> ]

举例：

添加表STUDENT的字段映射关系：源字段NAME映射到字段SNO，权重为1

|  |  |
| --- | --- |
| **ALTER TABLE** | STUDENT |
| **ADD FIELDMAP** | SNO |
|  | NAME |
|  | 1 |

7.2删除字段映射关系

语法格式：

ALTER TABLE <表名>DROP FIELDMAP

<映射字段名><源字段名>

[, <映射字段名><源字段名>]

[, <映射字段名><源字段名>]

举例：

删除表STUDENT中NAME和SNO的字段映射关系

|  |  |
| --- | --- |
| **ALTER TABLE** | STUDENT |
| **DROP FIELDMAP** | SNO |
|  | NAME |

第五章 KSQL数据查询语句

KBase功能特性，主要通过KBase提供的数据查询功能来体现。如同标准SQL语法，KSQL的查询语法，和 SQL的查询语法类似，下面详细阐述。

1、单表查询

语法格式：

SELECT <选择列表>

FROM <表名>

[<WHERE 子句>]

[<FILTER BY 子句>]

[<FILTER BY NESTEDFILTER 子句>]

[<GROUP BY 子句>]

[<ORDER BY 子句>]

其中：

<WHERE 子句>::= WHERE <条件项> { AND|OR|NOT <条件项>}

<表名> ::= <表名> | <视图名>

<条件项> ::= (<条件项> { AND|OR|NOT <条件项>} )

<条件项> ::= [<表名>.]列名 <比较符><检索关键词>

<条件项> ::= [<表名>.]列名 = | % <复合检索关键词>

<条件项> ::= [<表名>.]列名 = XLS(<检索关键词>[,扩展词典])

<条件项> ::= [<表名>.]列名 IS NULL

<比较符> ::= > | < | >= | <=

<复合检索关键词> ::= <单元检索关键词> {+|-|\* <单元检索关键词>}

<单元检索关键词> ::= <检索关键词> | (<复合检索关键词>)

参数：

<选择列表> 需要返回的投影列，可以用’\*’表示需要返回所有列。当前系统，在指明投影列时，最多可以返回 **1024** 个列。

<表名> 待查询的表的名称或视图名称，相应的表或视图必须已经存在。

<视图名> 待查询的视图的名称，视图名必须已经存在。

<检索关键词> 检索条件中的检索关键词，应该与列的类型、其支持的检索语法一致，如对整数型列的条件不应该为字符串。不同的索引类型所支持的检索语法，参见各种索引数据类型的说明。

<复合检索关键词> 是一种复杂、高效的检索表示，+ 表示取或(OR),- 表示取非(NOT),\*表示取(AND)。

XLS(<检索关键词>[,扩展词典]) 是检索词自动扩展查询，系统利用内部词典(或用户指定的词典)，扩展用户的检索词，根据内部扩展词典的配置，可以自动进行中英文扩检、同义词扩检等。

<FILTER BY 子句> 详细说明见后面“过滤查询”章节。

<FILTER BY NESTEDFILTER子句> 详细说明见后面“嵌套过滤查询”章节。

<GROUP BY 子句> 详细说明见后面“分组查询”章节。

<ORDER BY 子句> 详细说明见后面“排序查询”章节。

语句功能：

检索指定的表或视图。

举例：

设表“CJFD2004”存储了2004年中国期刊文章，其创建表的语句为：

|  |  |
| --- | --- |
| **CREATE** |  |
| **TABLE** | CJFD2004 |
|  | (  篇名 VCHAR(255) ASCII INDEX TITLE NORMAL,  作者 MVCHAR(32767) ASCII INDEX MSTRCHAR NORMAL,  机构 MVCHAR(32767) ASCII INDEX MSTRCHAR NORMAL,  关键词 MVCHAR(32767) ASCII INDEX MSTRCHAR NORMAL,  中文摘要MTEXT(32767) ASCII INDEX ABSTRACT NORMAL,  全文 LTEXT ASCII INDEX LTEXT NORMAL),  引文 LTEXT(2147483647) ASCII INDEX COMPACTQTXT NORMAL,  被引频次 INTEGER(8) ASCII INDEX INTEGER UNIQ,  分类号 MVCHAR(32767) ASCII INDEX MVCHAR NORMAL ALIASNAME 中图分类号,  专题子栏目代码 MVCHAR(32767) ASCII INDEX EMVCHAR NORMAL,  中文刊名 MVCHAR(32767) ASCII INDEX MSTRCHAR NORMAL ALIASNAME 显示来源,  出版日期 DATE(16) ASCII INDEX QDATE UNIQ ALIASNAME 发表时间,  文件名 CHAR(24) ASCII INDEX CHAR UNIQ  ) |

下面的检索都是针对“CJFD2004”表进行。

检索一： 检索全部文章。

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |

检索二： 检索篇名出现了“计算机”的文章。

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 篇名=”计算机” |

检索三： 检索篇名出现了“计算机”或“电脑”的文章。

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 篇名=”计算机”+”电脑” |

检索四： 检索篇名出现了“计算机”并且是“清华大学”发表的文章。

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 篇名=”计算机” AND 机构=”清华大学” |

2、多表查询

语法格式：

SELECT <选择列表>

FROM <表名列表>

[<WHERE 子句>]

[<FILTER BY 子句>]

[<FILTER BY NESTEDFILTER 子句>]

[<GROUP BY 子句>]

[<ORDER BY 子句>]

其中：

<表名列表>::= <表名> {,<表名>}

<表名> ::= <表名> | <视图名>

参数：

<表名列表> 中的多个表或视图应该具有相同的结构，如果结构不一致，最好在<选择列表>中指明需要返回的列，如果用‘\*’作为<选择列表>，KBASE 系统会默认<表名列表>所有的表与第一个表的结构相同，并以第一个表的列作为返回结果集的列。

其它参数的说明请参见“单表查询”一节。

语句功能：

同时检索多个表或视图。

举例：

设表“CJFD2004”存储了2004年中国期刊文章，“CJFD2003”存储了2003年中国期刊文章。检索篇名出现了“计算机”并且是清华大学发表的2003和2004两年的文章，KSQL查询语句如下：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004,CJFD2003 |
| **WHERE** | 篇名=”计算机” AND 机构=”清华大学” |

3、跨库查询

跨库查询是指在一次检索中，同时指定多个库作为检索目标，其查询结果等价于分别查询各库得到查询结果的“并集”。所谓“并集”，是指跨库查询不是简单的将多个库的查询结果混合到一起，它对查询结果做了“排重”处理。排重的任务是识别多个库间的“重复记录”，只保留一条记录在结果集中。

跨库查询时，多个库有主库和从库之分。当所有主库的查询都完成时，跨库查询才可以返回，但跨库查询返回时并不要求从库的查询都执行完毕。主库和从库往往有两个区别：

1. 主库的优先级别高于从库的优先级别。用户虽然递交的是跨库查询语句，但是，在查询结果中，他首先期望看到的结果是主库中的结果，其次才是从库中的结果。当结果分页显示时，主库的结果占去整页的大部分条目，从库的结果只有一小部分条目。
2. 主库查询的速度高于从库的速度。一般指定本地库、并行库为主库，而USP库为从库。比如用户同时检索“中国学术期刊全文数据库”和“重庆维普期刊数据库”。前者是本地库，因而应为主库，后者是USP库，因而应为从库。

进行跨库查询时，还需要指明哪些库之间是有重复记录的。Hotstar数据库引擎认为主库之间是没有重复记录的，所有从库可能和某几个主库有重复记录，至于是哪些主库，用户需要指明。

排重字段是判定两条记录是否重复的依据，Hotstar数据库引擎依据两条记录中该字段的值是否相等，来判定这两条记录是否重复。

KBase数据库针对跨库查询提供了专门的KSQL语句：

语法格式：

VARSELECT <选择列表>

FROM <库名列表> | <视图名>

[<WHERE 子句>]

[<FILTER BY 子句>]

[<FILTER BY NESTEDFILTER 子句>]

[<GROUP BY 子句>]

[<ORDER BY 子句>]

WITH <主库信息> ',' <重复库信息> ',' <排重字段信息>

其中:

<WHERE 子句>::= WHERE <条件项> { AND|OR|NOT <条件项>}

<条件项> ::= (<条件项> { AND|OR|NOT <条件项>} )

<条件项> ::= [<表名>.]列名 <比较符><检索关键词>

<条件项> ::= [<表名>.]列名 =|% <复合列值>

<条件项> ::= [<表名>.]列名 = XLS(<检索关键词>[,扩展词典])

<比较符> ::= >|<|>=|<=

<复合列值> ::= <单元列值> {+|-|\* <单元列值>}

<单元列值> ::= <检索关键词> | (<复合列值>)

<库名列表> ::= <库名> {<库名>}

<主库信息> ::= MAINDB ‘=’ (<主库列表>|NULL)

<主库列表> ::= ‘(‘<库名> {<库名>} ‘)’ |<库名>

<重复库信息> ::= DUPDB ‘=’ (<重复库列表>|NULL)

<重复库列表> ::= ‘(‘<库名> {<库名>} ‘)’ |<库名>

<排重字段信息> ::= REFCOL ‘=’ ( <列名>| NULL)

参数：

<库名> 可以是视图名，也可以是表名。

<主库信息> 指定哪些是主库，可以为NULL，表示没有主库。

<重复库信息> 指定哪些主库与从库重复，可以为NULL，表示所有主库都不与从库重复。

<排重字段信息> 指定排重字段，可以为空，表示不排重。

举例：

查询一

查询“中国学术期刊全文数据库”和“重庆维普期刊数据库”中篇名包含“空间数据库”的所有文章，主库是“中国学术期刊全文数据库”，“中国学术期刊全文数据库”和“重庆维普期刊数据库”有重复记录，需要排重，排重字段是篇名。

语句举例：

|  |  |
| --- | --- |
| **VARSELECT** | \* |
| **FROM** | 中国学术期刊全文数据库, 重庆维普期刊数据库 |
| **WHERE** | 篇名=”空间数据库” |
| **WITH** | MAINDB=中国学术期刊全文数据库, DUPDB=中国学术期刊全文数据库, REFCOL=篇名 |

查询二

查询“中国学术期刊全文数据库”， “中国优秀博硕士学位论文全文数据库”和“重庆维普期刊数据库”中关键词包含“空间数据库”的所有文章，主库是“中国学术期刊全文数据库”和“中国优秀博硕士学位论文全文数据库”，“中国学术期刊全文数据库”和“重庆维普期刊数据库”有重复记录，需要排重，排重字段是篇名。”

|  |  |
| --- | --- |
| **VARSELECT** | \* |
| **FROM** | 中国学术期刊全文数据库, 中国优秀博硕士学位论文全文数据库，重庆维普期刊数据库 |
| **WHERE** | 关键词=”空间数据库” |
| **WITH** | MAINDB=(中国学术期刊全文数据库, 中国优秀博硕士学位论文全文数据库), DUPDB=中国学术期刊全文数据库, REFCOL=篇名 |

查询三

查询“重庆维普期刊数据库”和“GOOGLE”中关键词包含“空间数据库”的所有文章，没有主库，因而不需要排重。”

|  |  |
| --- | --- |
| **VARSELECT** | \* |
| **FROM** | 重庆维普期刊数据库，GOOGLE |
| **WHERE** | 关键词=”空间数据库” |
| **WITH** | MAINDB=NULL, DUPDB=NULL, REFCOL=NULL |

4、排序查询

语法格式：

<ORDER BY 子句>::= ORDER BY [TOP N ]<排序列>

参数：

<排序列>::= RELEVANT

<排序列>::= <DEC|DATE>

<排序列>::= <列名> [ASC|DESC]

<排序列>::= (<列名> , <排序词典名>）[ASC|DESC]

<排序列> 为RELEVANT表示按照相关度排序。

<排序列> 为DEC或DATE表示按照数据添加顺序倒排。

语句功能：

单独使用排序<ORDER BY 子句>时，可按照一列或两列排序；如果和分组<GROUP BY 子句>并列使用，只能按照一列排序。如使用聚函数或count(\*)排序 ，那聚函数或count(\*)必须存在于SELECT <选择列表>中。

举例：

查询：查找篇名含有“计算机”的文章，并按照相关度排序。

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 篇名=计算机 |
| **ORDER BY** | RELEVANT |

TOP N:

KBase 作为管理海量信息的数据库系统，其查询结果集往往会比较大，为提高性能和可用性，系统排序默认返回前2000条结果。也就是说，在默认情况下，前2000条结构排序是有序的，2000条以后的结果不保证有序。

例如：

|  |  |
| --- | --- |
| **SELECT** | 被引频次 |
| **FROM** | CJFD2004 |
| **ORDER BY** | 被引频次 Desc |

返回的结果是，其前面 2000 条从大到小排列，2000条以后结果顺序不保证，但2000条以后的结果，“被引频次”值都是小于或等于第2000条记录的“被引频次”值。

如果用户要求结果中，有序的范围更大，可以使用TOP N 条件。如上例，如果希望前3000条有序，则可以写成：

|  |  |
| --- | --- |
| **SELECT** | 被引频次 |
| **FROM** | CJFD2004 |
| **ORDER BY** | TOP 3000 被引频次 Desc |

如果希望修改默认情况下的排序个数，可以修改系统参数 ORDERTOPN。修改方法参照第七章 5.1 节。

5、分组查询

语法格式：

<GROUP BY 子句>::= <分组列>

参数：

<分组列>::= <列名> [ASC|DESC]

<分组列>::= (<列名> , <排序词典名>）[ASC|DESC]

<分组列>::=(<列名> , <排序词典名>,CROSS）

<分组列> ASC表示升序，DESC表示降序，缺省为未定义。

<分组列> CROSS表示交叉分组。

语句功能：

按照指定列分组，且只支持一列分组。KBASE中的分组与常规关系数据库基本相同。

交叉分组查询适用于多值字段。具体实现为对多值字段的子值进行两两组合，统计同时包含两个子值的分组结果，且分组结果默认按照COUNT(\*)降序排列。交叉分组查询结果成对出现，即相邻两行显示一个交叉分组，且这两行分组统计COUNT(\*)结果相同。另外，使用交叉分组后不支持排序。

举例：

查询：按照机构对CJFD2004分组。

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **GROUP BY** | 机构 |

查询：按照专题子栏目代码对CJFD2000交叉分组。

|  |  |
| --- | --- |
| **SELECT** | 专题子栏目代码，COUNT(\*) |
| **FROM** | CJFD2000 |
| **GROUP BY** | (专题子栏目代码，CCL3，CROSS) |

6、过滤查询

语法格式：

< FILTER BY 子句> ::= FILTER BY (<列名>, <查询关键字>)

参数：

<查询关键字> ::= “<关键字>[,<关键字>[…]]”

说明：

其中，“查询关键字”可以为一个或多个关键词，或多个关键词用半角逗号分隔，多个关键字作为一个语法记号，用单引号或双引号引起。

过滤查询是KBASE系统提供的一种查询优化的方法。

举例1：

|  |  |
| --- | --- |
| **SELECT** | 篇名,分类号 |
| **FROM** | CJFD2004 |
| **WHERE** | 分类号 = "A?" OR分类号 = "B?" |

利用过滤查询可以写作：

|  |  |
| --- | --- |
| **SELECT** | 篇名,分类号 |
| **FROM** | CJFD2004 |
| **FILTER BY** | (分类号, "A?, B?" ) |

在语法上需要注意的是，FILTER BY 子句是 WHERE 子句的补充，它总是记在WHERE 子句的后面，无论是在单库检索语句中还是在跨库检索语句中都是如此。

举例2：

在CNKI总库平台、kns等系统中，检索页面为用户提供了“学科导航”的控制方法。用户可以选择多个学科做为控制条件来约束检索结果。在传统的实现方案中，页面通过如下的ksql形式发送检索请求:

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 全文=计算机 and (专题子栏目代码= A?+B01?+C?+E?+F?) |

其中“专题子栏目代码= A?+B01?+C?+E?+F?”表示用户选择了多个类别。这种实现方式有着极大的弊端，每个子条件(A?,B01等)都将产生一个很大的中间结果，对这些中间结果进行AND运算将耗费很多的CPU资源，使整个系统的响应能力很差。

采用过滤查询方案，将能极大提高性能：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 全文=计算机 |
| **FILTER BY** | (专题子栏目代码, ‘A?,B01?,C?,E?,F?’ ) |

7、嵌套过滤查询

语法格式：

< FILTER BYNESTEDFILTER 子句> ::=

FILTER BYNESTEDFILTER (<列名1> [NOT] IN <NESTED SELECT 子句>)

<NESTED SELECT 子句> ::=

SELECT <列名2> FROM <表名> [<WHERE 子句>]

参数：

<列名1> 是主检索语句的有效列名。

<列名2> 是NESTED SELECT 子句的有效列名。

<WHERE 子句> 同前面单表检索。

说明：

嵌套过滤查询是KBASE系统提供的另一种过滤查询方法。

其中<列名 1>、<列名 2>对存储类型有限制，支持的存储类型包括INTEGER、INT64、DATE、NUM、TIME、AUTO、CHAR、VCHAR、MVCHAR、LMVCHAR。

内层查询的SELECT查询总使用圆括号括起来。

外层查询支持多表及视图 ，内层查询只能是单表，且均不支持远程表。

子查询中一般不使用<group by>、<order by>子句，只能对最终查询结果进行分组排序。

举例：

这里期刊库和作者库的结构如下：

|  |  |
| --- | --- |
| **CREATE** |  |
| **TABLE** | CJFD2004 |
|  | (  篇名 VCHAR(255) ASCII INDEX TITLE NORMAL,  作者 MVCHAR(32767) ASCII INDEX MSTRCHAR NORMAL,  作者代码 CHAR(20) ASCII INDEX CHAR NORMAL,  机构 MVCHAR(32767) ASCII INDEX MSTRCHAR NORMAL,  关键词 MVCHAR(32767) ASCII INDEX MSTRCHAR NORMAL,  中文摘要MTEXT(32767) ASCII INDEX ABSTRACT NORMAL,  全文 LTEXT ASCII INDEX LTEXT NORMAL),  引文 LTEXT(2147483647) ASCII INDEX COMPACTQTXT NORMAL,  被引频次 INTEGER(8) ASCII INDEX INTEGER UNIQ,  分类号 MVCHAR(32767) ASCII INDEX MVCHAR NORMAL ALIASNAME 中图分类号,  专题子栏目代码 MVCHAR(32767) ASCII INDEX EMVCHAR NORMAL  ) |

|  |  |
| --- | --- |
| **CREATE** |  |
| **TABLE** | CNKI\_SCHOLAR |
|  | (  作者 MVCHAR(32767) ASCII INDEX MSTRCHAR NORMAL,  作者代码 CHAR(20) ASCII INDEX CHAR NORMAL,  作者机构代码 CHAR(20) ASCII INDEX CHAR NORMAL,  学者单位 MVCHAR(32767) ASCII INDEX MSTRCHAR NORMAL,  学者职称 MVCHAR(32767) ASCII INDEX MVCHAR NORMAL,  文献篇数 INTEGER(8) ASCII INDEX INTEGER UNIQ,  职务 MVCHAR(32767) ASCII INDEX MVCHAR NORMAL,  职务级别 MVCHAR(32767) ASCII INDEX MVCHAR NORMAL,  科技成果文献数 INTEGER(8) ASCII INDEX INTEGER UNIQ)  ) |

从“CJFD2004”中检索“篇名”中含有“激光”，并且其作者所属机构是“清华大学”职称为“教授”发表文献大于200篇作者的文献。

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 篇名=激光 |
| **FILTER BY** | NESTEDFILTER ( 作者代码 in  select 作者代码 FROM CNKI\_SCHOLAR WHERE 学者单位='清华大学'  AND 学者职称=教授  AND 文献篇数>200 ) |

从“CJFD2004”中检索“篇名”中含有“激光”，并且其作者职称非“教授”发表文献小于200篇作者的文献。

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 篇名=激光 |
| **FILTER BY** | NESTEDFILTER ( 作者代码 not in  select 作者代码 FROM CNKI\_SCHOLAR WHERE 学者职称=教授  AND 文献篇数>=200 ) |

8、其他 KSQL高级查询

8.1聚集函数查询

语法格式：

SELECT <聚集函数>

FROM <表名列表>

[<WHERE 子句>]

[<GROUP BY 子句>]

[<ORDER BY 子句>]

参数：

系统支持的聚集函数如下表，参与聚集运算的列必须是数值型列。

|  |  |
| --- | --- |
| **函数** | **含义** |
| MIN(列名) | 对结果集中指定的列，求最小值 |
| MAX(列名) | 对结果集中指定的列，求最大值 |
| SUM(列名) | 对结果集中指定的列，求和 |
| AVG(列名) | 对结果集中指定的列，求均值 |

语句功能：

对一列求聚集函数。

举例：

求学生表中的所有学生的平均年龄。

|  |  |
| --- | --- |
| **SELECT** | AVG(AGE) |
| **FROM** | STUDENT |

8.2复杂组合查询

复杂组合查询是采用复合列的一种高级查询方式，用以帮助用户进行复杂检索功能的实现。<复合检索关键词> 是一种复杂、高效的检索表示，是将列通过运算符组合的表示形式。共有三种运算符：+、-和\*，其中+ 表示或(OR),- 表示非(NOT),\*表示与(AND)。

举例：

检索篇名出现了“计算机”但没有出现“数据库”的文章，KSQL检索语句如下：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 篇名=‘计算机’-‘数据库’ |

检索全文中出现了“计算机科学”或“信息科学”，但是没有出现“人文科学”，且作者姓刘的文章。

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 全文=计算机科学+信息科学-人文科学 AND 作者%刘 |

检索篇名同时出现了“计算机”和“软件”的文章，KSQL检索语句如下：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 篇名= 计算机\*软件 |

8.3自动扩展查询

XLS(<检索关键词>[,扩展词典]) 是自动扩展查询，如 检索关键词中出现了“非典”或其同义词，并且是北京大学医学院发表的文章。

举例：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 关键词=XLS(非典) and 机构=北京大学医学院 |

如果系统默认自动扩展词典包含词条对：“非典”、“SARS”，则上述检索相当于

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | (关键词=非典 or 关键词=SARS) and 机构=北京大学医学院 |

扩展词典是系统中一张有特定格式的表，系统默认的扩展词典是表 SYS\_XLDICT。该表的格式要求是，其至少包含两列，系统自动在首列上查询带扩展的关键字，第二列提供扩展词。这两列的列名系统没有特定的要求。

假定用户有自定义的扩展词典USER\_DICT，则可以用如下语句使用这个词典：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 关键词=XLS(非典, USER\_DICT) and 机构=北京大学医学院 |

8.4模糊查询

%是模糊查询符，模糊查询并不考虑检索条件中词的出现顺序，如检索期刊中出现“计算机”和“教学”的文章，下面的两个KSQL语句是等价的。

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 篇名 % “计算机教学” |

和

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | CJFD2004 |
| **WHERE** | 篇名 % “教学计算机” |

对应的查询结果如下：

![](data:image/png;base64,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)

8.5 BELONG TO查询

KBASE系统在检索语句的WHERE 子句中的条件项中支持 BELONG TO 查询。

语法如下：

<条件项> ::= [<表名>.]列名 BELONG\_TO （<查询关键字>）

其中，“查询关键字”可以为一个或多个关键词，或多个关键词用半角逗号分隔。形如： “中国, 美国,俄罗斯”

举例：

|  |  |
| --- | --- |
| **SELECT** | 篇名,分类号 |
| **FROM** | CJFD |
| **WHERE** | 分类号 = "A?" OR分类号 = "B?" |

利用BELONG TO 可以写作：

|  |  |
| --- | --- |
| **SELECT** | 篇名,分类号 |
| **FROM** | CJFD |
| **WHERE** | 分类号 BELONG\_TO ( "A?, B?" ) |

8.6 函数查询

KBASE系统在检索语句的SELECT 子句中，还支持其他特定的查询函数，以实现特定的功能。

#### 8.6.1 函数GETSYSFIELD、GETSNAPSHOT

用法含义同第三章2.11节所述。

|  |  |  |
| --- | --- | --- |
| 类型 | 意义 | 替换函数 |
| TNAME | 返回表名称 | GETSYSFIELD(‘\_ \_TABLENAME ’ ) |
| TANAME | 返回表的显示名称 | GETSYSFIELD(‘\_ \_TABLEALIASNAME’) |
| RECORDID | 返回物理记录号 | GETSYSFIELD(‘\_ \_RID’) |
| RELEVANT | 返回检索结果的相关度 | GETSYSFIELD(‘\_ \_RELEVANT’) |
| SNAPSHOT | 返回与检索相关的特定字段的检索快照 | GETSNAPSHOT ( ‘被映射的列名’ ) |

#### 8.6.2 函数CODENAME、GROUPCODENAME

CODENAME用法：

CODENAME ( FILENAME[, 转换表[, hFindCol [, hGetCol]]] )

说明：

1. FIELDNAME： 为待转换的字段名，如果为 \_\_GROUPNAME, 则表示将分组组名进行转换；如果为 \_\_GROUPVALUE, 则表示将分组值进行转换。
2. 转换表： 为进行显示转换的表，他包含查找列和显示列.
3. hFindCol： 查找列的列序号
4. hGetCol： 显示列的列序号

举例1：

构造两张表，第一张含有基金代码列V和基金代码对应的分组值I，表名是“test”，另一张是中间转换表SYS\_FUNDCODENAME，含有基金代码列CODE和基金名称NAME，如果检索基金代码分组值对应的基金名称的记录，则其KSQL查询语句如下：

|  |  |
| --- | --- |
| **SELECT** | I,CODENAME(V,SYS\_FUNDCODENAME,0,1) as 基金 |
| **FROM** | test |

举例2：

检索有基金参与的主题及其对应的基金名称的记录，KSQL查询语句如下：

|  |  |
| --- | --- |
| **SELECT** | 主题,基金代码,CODENAME(\_\_GROUPNAME,SYS\_FUNDCODENAME,0,1) as 基金 |
| **FROM** | CJFD2013 |
| **GROUP BY** | (基金代码,minteger) |

GROUPCODENAME是CODENAME的一种简写，用法如下：

用法一： GROUPCODENAME ( )，同 CODENAME ( \_\_GROUPNAME, SYS\_CODENAME, 0, 1 )；

举例：

以下KSQL查询语句的含义一致，表示按照专题子栏目代码排序列分组，取对应的题名及其发文量。第一种是第二种的简写。

|  |  |
| --- | --- |
| **SELECT** | 专题子栏目代码 as 代码,groupcodename() as 题名,count(\*) as 发文量 |
| **FROM** | CJFD2013 |
| **GROUP BY** | (专题子栏目代码,CCL2) |

|  |  |
| --- | --- |
| **SELECT** | 专题子栏目代码 as 代码,codename(\_\_GROUPNAME,SYS\_CODENAME,0,1) as 题名,count(\*) as 发文量 |
| **FROM** | CJFD2013 |
| **GROUP BY** | (专题子栏目代码,CCL2) |

用法二：GROUPCODENAME ( 转换表)，同 CODENAME ( \_\_GROUPNAME, 转换表, 0 , 1 )

举例：

以下KSQL查询语句的含义一致，表示根据机构代码排序列分组，检索与机构代码是"0073968" "0038515" "0859570"的机构有合作的机构及其机构代码，并统计各合作机构的发文量。第一种是第二种的简写。

|  |  |
| --- | --- |
| **SELECT** | 机构代码 as 代码,groupcodename (sys\_instcodename) as 题名,  count (\*) as 发文量 |
| **FROM** | CJFD |
| **WHERE** | 机构代码="0073968"+"0038515"+"0859570" |
| **GROUP BY** | (机构代码,minteger) |
| **ORDER BY** | count (\*) desc |

|  |  |
| --- | --- |
| **SELECT** | 机构代码 as 代码,CODENAME( \_\_GROUPNAME,sys\_instcodename,0,1) as 题名,count (\*) as 发文量 |
| **FROM** | CJFD |
| **WHERE** | 机构代码="0073968"+"0038515"+"0859570" |
| **GROUP BY** | (机构代码,minteger) |
| **ORDER BY** | count (\*) desc |

#### 8.6.3 函数KEYSENTENCE

KEYSENTENCE() 的作用是为了返回关键句子，返回一个XML格式的文本内容，包含多个与检索词相关的句子，并按相关度排序。

用法格式为：KEYSENTENCE (字段名[，N])

字段名一般为“全文”，N表示要求返回的句子数目，如省略默认为10。

用户的检索检索词，系统能自行从检索条件中分析，如果用户没有输入对应的检索词，则此函数返回空的内容。

返回的文本示例为:

**<?xml version = "1.0" encoding="gbk"?>**

**<Text Total="2">-- Total 表示总共返回了多少个句子**

**<S R="325">-- R 表示这个句子的相关度**

**<![CDATA[而利用数据库的方法稍复杂些,但借用数据库技术,能进行多种数据的复杂处理。]]>**

**</S>**

**<S R="212">**

**<![CDATA[而数据库是当今数据管理技术的主要形式和方法,它具有强大的数据处理功能和灵活性。]]>**

**</S>**

**</Text>**

#### 8.6.4 函数GETFIELDLEN

GETFIELDLEN() 的作用是为了返回字段的长度。当数据存储类型为定长时，GETFIELDLEN()返回该存储类型设定长度；当数据存储类型为变长时，GETFIELDLEN()返回数据实际长度。

用法格式为：GETFIELDLEN(字段名)

8.7 分页查询

KBase能自动处理超大的结果集，如果用户希望将结果集按页进行切分，KBase通过两个SQL指令来实现。需要注意的是，KBase 每页最大记录数是 512，如果结果集超过512，则最多只返回512条记录。

#### 8.7.1 TOP 选项

如同标准SQL，用户可以在SELECT 后书写 TOP N， 返回前面 N 条记录。当N=0时，返回全部记录。

例如：

|  |  |
| --- | --- |
| **SELECT** | TOP 10 score |
| **FROM** | student |
| **ORDER BY** | score |

该语句返回分数最高的10名同学的分数。

|  |  |
| --- | --- |
| **SELECT** | TOP 0 \* |
| **FROM** | student |

该语句返回全部记录，且最多返回512条记录。即当student记录数超过512时，只返回512条记录。

#### 8.7.2 LIMIT选项

TOP N 相当于返回第一页的数据，如果用户想返回其他页的数据，可以在SQL语句最后使用LIMIT F, N 选型,其中 F 表示从第几条记录开始（注意，F从0开始），N表示返回多少条记录。当N=0时，返回从第F条记录开始的所有记录。

例如：

|  |  |
| --- | --- |
| **SELECT** | score |
| **FROM** | student |
| **ORDER BY** | score |
| **LIMIT** | 20, 10 |

该语句返回同学分数的第21名到30名。

|  |  |
| --- | --- |
| **SELECT** | score |
| **FROM** | student |
| **ORDER BY** | score |
| **LIMIT** | 20, 0 |

该语句返回同学分数的第21名到最后的记录，且最多返回512条记录。即当第21名到最后总记录数超过512时，只返回512条记录。

LIMIT 还有一种用法是 LIMIT N，其含义同TOP N。

TOP与LIMIT同时使用规则：

1、TOP N与LIMIT M同时存在，等价于取LIMIT M结果集再做TOP N操作。

2、TOP N与LIMIT F,M同时存在，等价于取LIMIT F,M结果集再做TOP N操作。

例如：

|  |  |
| --- | --- |
| **SELECT** | TOP 10 score |
| **FROM** | student |
| **LIMIT** | 20 |

该语句返回同学分数的前10条记录。

|  |  |
| --- | --- |
| **SELECT** | TOP 10 score |
| **FROM** | student |
| **LIMIT** | 20, 100 |

该语句返回同学分数的第21到30条记录。

第六章 KSQL数据操作语句

1、插入记录

语法格式：

INSERT INTO <表名> (

<列名> [,<列名>] )

VALUES (

<检索关键词> [,<检索关键词>])

参数：

<列名> 必须与列值的数目一致，并且一一对应。

语句功能：

向指定表插入一条记录。

举例：

向STUDENT表插入姓名为张三，年龄为15的记录。

|  |  |
| --- | --- |
| **INSERT INTO** | STUDENT |
|  | (NAME,AGE) |
| **VALUES** | (张三,15) |

2、更新记录

语法格式：

UPDATE <表名>

SET <列值设定>

[<WHERE 子句>]

参数：

<列值设定> ::=<单列列值设定> {,<单列列值设定>}

<单列列值设定> ::= <列名> = <检索关键词>

<检索关键词>::= <检索词>|<复合检索关键词>

<复合检索关键词> ::= <表达式函数运算>

<表达式函数运算> ::= <表达式函数+表达式函数>|

<表达式函数-表达式函数>|

<表达式函数\*表达式函数>|

<表达式函数/表达式函数>|

<-表达式函数>

<WHERE 子句>语法同SELECT 语句。

<单列列值设定>中，<列名>必须与<检索关键词>类型兼容。表达式函数运算中，加、减、乘、除、取反适用于数值（存储类型：INTEGER、NUM、INT64）运算，且加也适用于字符运算（表示连接字符串）。

系统支持的表达式函数如下表：

|  |  |
| --- | --- |
| **函数** | **含义** |
| GETDATE() | 返回当前日期 |
| DATEADD(interval, number, date) | 返回指定时间间隔的日期 |
| UPPER(字段名) | 将字符串转换成大写 |
| LOWER(字段名) | 将字符串转换成小写 |
| LEFT(字段名, 长度) | 将字符串的左边指定长度的字节截取返回 |
| RIGHT(字段名, 长度) | 将字符串的右边指定长度的字节截取返回 |
| LTRIM(字段名) | 去除字符串前面的空格 |
| LTRIM(字段名, 字符串) | 去除字符串前面的指定字符 |
| RTRIM(字段名) | 去除字符串后面的空格 |
| RTRIM(字段名, 字符串) | 去除字符串后面的指定字符 |
| TRIM(字段名) | 去除字符串前后空格 |
| TRIM(字段名, 字符串) | 去除字符串前后指定字符 |
| SUBSTR(字段名, 开始位置, 长度) | 截取指定长度字符串 |
| REPLACE(字段名, 旧字符串, 新字符串) | 替换字符串 |

语句功能：

更新指定表的指定记录。

举例：

将STUDENT表中张三的年龄修改为16。

|  |  |
| --- | --- |
| **UPDATE** | STUDENT |
| **SET** | AGE=16 |
| **WHERE** | NAME=张三 |

2.1 函数修改

KBASE系统在检索语句的UPDATE子句中，还支持其他特定的表达式函数，以实现特定的功能。

#### 2.1.1 函数GETDATE

用法：

GETDATE()

说明：

返回当前的日期。

举例：

将篇名出现了“转换器”的更新日期修改成当前日期。

|  |  |
| --- | --- |
| **UPDATE** | cjfd02 |
| **SET** | 更新日期 = getdate() |
| **WHERE** | 篇名 = '转换器' |

#### 2.1.2 函数DATEADD

用法：

DATEADD(interval, number, date)

说明：

返回指定时间间隔的日期。

1. interval： 表示时间类型，设定值如下：

|  |  |  |
| --- | --- | --- |
| 名称 | 简称 | 说明 |
| Year | yy | 年 1753 ~ 9999 |
| Quarter | qq | 季度 |
| Month | mn | 月1 ~ 12 |
| Day | dd | 日，1-31 |
| Week | wk | 周，一年中的第几周，0 ~ 51 |

1. number： 表示时间间隔。正数表示加上对应时间间隔，负数表示减去对应时间间隔。
2. date： 日期或者表达式

举例：

将篇名出现了“转换器”的更新日期修改成在当前日期基础上加一天。

|  |  |
| --- | --- |
| **UPDATE** | cjfd02 |
| **SET** | 更新日期 = dateadd("day",1, GETDATE()) |
| **WHERE** | 篇名 = '转换器' |

#### 2.1.3 函数UPPER

用法：

UPPER(字段名)

说明：

将字符串转换成大写。

举例：

将篇名出现了“转换器”的引文字段中的小写字符串转换成大写。

|  |  |
| --- | --- |
| **UPDATE** | cjfd02 |
| **SET** | 引文=UPPER(引文) |
| **WHERE** | 篇名 = '转换器' |

#### 2.1.4 函数LOWER

用法：

LOWER(字段名)

说明：

将字符串转换成小写。

举例：

将篇名出现了“转换器”的引文字段中的大写字符串转换成小写。

|  |  |
| --- | --- |
| **UPDATE** | cjfd02 |
| **SET** | 引文=LOWER(引文) |
| **WHERE** | 篇名 = '转换器' |

#### 2.1.5函数LEFT

用法：

LEFT(字段名, 长度)

说明：

将字符串的左边指定长度的字节截取返回。

举例：

修改篇名中出现“转换器”的“引文”字段，取左边13个字符长度的字符串。

|  |  |
| --- | --- |
| **UPDATE** | cjfd02 |
| **SET** | 引文=LEFT(引文, 13) |
| **WHERE** | 篇名 = '转换器' |

#### 2.1.6函数RIGHT

用法：

RIGHT(字段名, 长度)

说明：

将字符串的右边指定长度的字节截取返回。

举例：

修改篇名中出现“转换器”的“引文”字段，取右边13个字符长度的字符串。

|  |  |
| --- | --- |
| **UPDATE** | cjfd02 |
| **SET** | 引文=RIGHT(引文, 13) |
| **WHERE** | 篇名 = '转换器' |

#### 2.1.7函数LTRIM

用法一：

LTRIM(字段名)

说明：

去除字符串前面的空格。

举例：

修改篇名中出现“转换器”的“引文”字段，去掉将该字段值前面的空格。即字段值” The Research and Design of Modulator for Oversampled Audio D/A Converter” 修改成为”The Research and Design of Modulator for Oversampled Audio D/A Converter”。

|  |  |
| --- | --- |
| **UPDATE** | cjfd02 |
| **SET** | 引文=LTRIM(引文) |
| **WHERE** | 篇名 = '转换器' |

用法二：

LTRIM(字段名, 字符串)

说明：

去除字符串前面的指定字符，且字符区分大小写。

举例：

修改篇名中出现“转换器”的“引文”字段，去掉该字段值前面的字符串’The’。即字段值” The Research and Design of Modulator for Oversampled Audio D/A Converter” 修改成为” Research and Design of Modulator for Oversampled Audio D/A Converter”。

|  |  |
| --- | --- |
| **UPDATE** | cjfd02 |
| **SET** | 引文=LTRIM(引文,‘The') |
| **WHERE** | 篇名 = '转换器' |

#### 2.1.8函数RTRIM

用法一：

RTRIM(字段名)

说明：

去除字符串后面的空格。

用法二：

RTRIM(字段名, 字符串)

说明：

去除字符串后面的指定字符，且字符区分大小写。

举例：

修改篇名中出现“转换器”的“引文”字段，去掉该字段值后面的字符串’ Converter'。即字段值” The Research and Design of Modulator for Oversampled Audio D/A Converter” 修改成为”The Research and Design of Modulator for Oversampled Audio D/A ”。

|  |  |
| --- | --- |
| **UPDATE** | cjfd02 |
| **SET** | 引文=LTRIM(引文,‘Converter') |
| **WHERE** | 篇名 = '转换器' |

#### 2.1.9函数TRIM

用法一：

TRIM(字段名)

说明：

去除字符串前后空格。

用法二：

TRIM(字段名, 字符串)

说明：

去除字符串前后指定字符。

#### 2.1.10函数SUBSTR

用法一：

SUBSTR(字段名, 开始位置, 长度)

说明：

从字符串中指定开始位置截取指定长度字符串返回，且开始位置从0开始。

举例：

修改篇名中出现“转换器”的“光盘号”字段，取其第3个字符起截取2位的字符串作为新的光盘号。

|  |  |
| --- | --- |
| **UPDATE** | cjfd02 |
| **SET** | 光盘号 = substr(光盘号,2,2) |
| **WHERE** | 篇名 = '转换器' |

#### 2.1.11函数REPLACE

用法一：

REPLACE(字段名, 旧字符串, 新字符串)

说明：

把字段中指定的字符串替换成新字符串。

举例：

修改篇名中出现“转换器”的“引文”字段，将'The Research and Design'替换成'A and B'。

|  |  |
| --- | --- |
| **UPDATE** | cjfd02 |
| **SET** | 引文 = REPLACE(引文,'The Research and Design','A and B') |
| **WHERE** | 篇名 = '转换器' |

3、删除记录

语法格式：

DELETE FROM <表名>

[<WHERE 子句>]

<WHERE 子句>语法同SELECT 语句。

语句功能：

删除指定表的指定记录。

举例：

删除STUDENT表中姓名为“张三”的记录。

|  |  |
| --- | --- |
| **DELETE FROM** | STUDENT |
| **WHERE** | NAME=张三 |

4、重整表

语法格式：

PACK TABLE <表名>

语句功能：

重整指定的表，重整表的目的是为了提高表的存储空间利用率，并可以提高表的访问效率。

重整表过程中，完成整表索引后，系统自动刷新表排序文件。

举例：

重整表CJFD2004。

|  |  |
| --- | --- |
| **PACK TABLE** | CJFD2004 |

5、清空表

语法格式：

CLEAR TABLE <表名>

参数：

<表名> 待清空的表名。

语句功能：

清空一个表中的所有数据，包括索引。

使用说明

无。

举例：

清空表CJFD2004。

|  |  |
| --- | --- |
| **CLEAR TABLE** | CJFD2004 |

6、文档存储类型管理

6.1 创建文本抽取器

语法格式：

CREATE TEXTEXTRACTOR <文本抽取器名>

PIPENAME <管道名>

[MODULENAME <模块名>]

ON <文件扩展名>

6.2 删除文本抽取器

语法格式：

DROP TEXTEXTRACTOR <文本抽取器名>

6.3 文档型数据插入格式

文档型数据对应的原始文件，保存在文件系统中，KBase 的文档型数据类型，只在数据库中保存文档的文件路径等信息，或保存通过文本抽取器抽取的文档文本内容。

文档文件路径相关信息格式为：

<文件名>#<文本抽取器名>

通过这种格式，我们可以像其他数据一样写入文档数据。

第七章 KSQL统一扩展管理语句

针对 KBASE 的功能接口需要，KSQL 对SQL做了大量扩展，这些扩展的语句，都统一以 DBUM 开头，在前面的章节中已经出现过。本章就其他扩展管理语句进行说明。

1、排序词典与排序索引管理

Kbase 中提供了对海量数据进行快速排序和分组的机制。进行这种排序之前，必须对数据根据排序词典建立排序索引。在排序索引建立之后，才可以利用排序索引进行排序和分组。

KBase系统支持两种排序词典，系统排序词典和用户排序词典。系统排序词典主要处理可以预定义排序范围的数据类型，有 INTEGER、DATE等类型。用户排序词典则需要用户来建立。

根据排序词典，就可以给一个表建立排序索引，排序索引存储在扩展名为 .NST的文件中。如cjfd0608的排序索引存储在cjfd0608.nst文件中。

1.1排序词典管理

#### **1.1.1创建用户排序词典**

CREATE SORTDICT<词典名>  
 PATH <存储目录>  
 ALIASNAME <词典名>  
 ORDER BY <SPELL|STROKE|CODE|UNICODE|Formula( <公式> )>  
 MAXWORDLEN <词条最大长度>  
 SORTVALUENUM <排序值个数>

说明：

<词条最大长度>参数范围[0，48]字节，默认值0表示系统支持的最大长度。词典中词条是根据设置的词条最大长度对加入的词条从第一个非空字符开始进行截断处理生成。

<排序值个数>参数范围[1，16]，其中设置成1则该词典适用于单值字段建立排序索引，设置成大于1则该词典适用于多值字段建立排序索引。

<公式> 得到的结果必须为32位整数。

KBase 支持的用于定义排序词典的函数有：

|  |  |  |
| --- | --- | --- |
| **函数名** | **函数的C风格声明** | **说明** |
| KEY | char\* KEY() | 返回待处理的列值，返回值为字符串 |
| ATOI | int ATOI(char \*str) | 将字符串参数str转换为32位整数返回 |
| LEFT | char\* LEFT(char\* str,int len) | 将字符串参数str的左len字节截取返回 |
| RIGHT | char\* RIGHT(char\* str,int len) | 将字符串参数str的右len字节截取返回 |
| SUBSTR | char\* SUBSTR(char\* str,int pos,int len) | 将字符串参数str的第pos开始的len字节截取返回 |
| TRIM | char\* TRIM(char\* str,char c) | 将字符串参数str的两端字符c去掉后返回 |
| TRIM | char\* TRIM(char\* str) | 将字符串参数str的两端空格字符去掉后返回 |
| RTRIM | char\* RTRIM(char\* str,char c) | 将字符串参数str的右端字符c去掉后返回 |
| RTRIM | char\* RTRIM(char\* str) | 将字符串参数str的右端空格字符去掉后返回 |
| LTRIM | char\* LTRIM(char\* str,char c) | 将字符串参数str的左端字符c去掉后返回 |
| LTRIM | char\* LTRIM(char\* str) | 将字符串参数str的左端空格字符去掉后返回 |

举例：

截取表CJFD01其中CN 字段值第3位到第6位字符建立排序索引。

利用公式创建词典：

|  |  |
| --- | --- |
| **CREATE SORTDICT** | CN |
| **PATH** | 'E:\SORTDICT' |
| **ALIASNAME** | ‘’ |
| **ORDER BY** | Formula(ATOI(SUBSTR(KEY(),3,4))) |
| **MAXWORDLEN** | 8 |
| **SORTVALUENUM** | 1 |

创建排序索引：

|  |  |
| --- | --- |
| **DBUM MAKE SORTCOL BY** | CN (CJFD01.CN) |

刷新排序索引文件：

|  |  |
| --- | --- |
| **DBUM REFRESH SORTFILE OF TABLE** | CJFD01 |

#### **1.1.2引入排序词典**

将排序词典文件，引入到数据库管理系统中。

DBUM IMPORT SORTDICT <存储目录+词典名>

举例：

将“作者”的排序词典文件，引入到数据库管理系统中。

|  |  |
| --- | --- |
| **DBUM IMPORT SORTDICT** | 'E:\排序词典\DICT\_SORT\作者.sysdict' |

#### **1.1.3导入导出排序词典文本**

(1) 导出排序词典文本。

将排序词典中的词条，及排序值导出保存到指定的文本文件中。

DBUM EXPORT

SORTDICT <词典名><词典文本文件名>

举例：

将“作者”的排序词典中的词条，及排序值导出保存到指定的文本文件中。

|  |  |
| --- | --- |
| **DBUM EXPORT SORTDICT** | '作者' 'E:\tmp\作者.txt' |

(2) 导入排序词典文本。

将保存在文本文件中的排序词条，直接导入到排序词典中，以便快速重建排序词典。导入后，可能存储排序值冲突，需要刷新或压缩排序词典。

DBUM LOAD

SORTDICT <词典名><词典文本文件名>

举例：

创建词典名为“作者”的排序词典，存储在'E:\tmp'路径下，词条按拼音顺序排序，最大长度是32。

|  |  |
| --- | --- |
| **CREATE SORTDICT** | '作者' |
| **PATH** | 'E:\tmp' |
| **ALIASNAME** | '作者' |
| **ORDER BY** | SPELL |
| **MAXWORDLEN** | 32 |
| **SORTVALUENUM** | 8 |

将保存在文本文件“作者.txt”中的排序词条，直接导入到“作者”的排序词典中。

|  |  |
| --- | --- |
| **DBUM LOAD SORTDICT** | '作者' 'E:\tmp\作者.txt' |

#### **1.1.4刷新与压缩排序词典**

制作排序索引时，为了以后能够正常更新排序索引，在缺省的情况下Kbase按照排序词典词条数为几千万以上构建排序索引，因此排序索引占用较大的空间。如果我们预先知道某些排序词典今后不会再添加大量的词条，则可以对排序词典进行压缩。如果利用压缩后的排序词典重新制作排序索引，将会大大减小排序索引所耗的空间。

|  |
| --- |
| **注意：**如果.nst文件中已经包含某列的未经压缩的排序索引，必须在关闭kbase后，将.nst文件删除，然后重新启动kbase，并使用Dbum make sortcol语句才能压缩该列的排序索引所占空间。 |

刷新词典语法：

DBUM REFRESH SORTDICT <词典名> UNCOMPRESS

压缩词典存储语法：

DBUM REFRESH SORTDICT <词典名> COMPRESS

1.2表排序文件管理

#### **1.2.1定义排序索引**

利用排序词典建立排序索引：

DBUM MAKE SORTCOL

BY <词典名> (表名.列名[,<表名.列名>…])

DBUM MAKE SORTFILE

BY <词典名> (表名.列名[,<表名.列名>…])

例如：

|  |  |
| --- | --- |
| **DBUM MAKE SORTCOL BY** | 来源名称 (CJFD2004.中文刊名) |

|  |  |
| --- | --- |
| **DBUM MAKE SORTCOL BY** | ‘DATE’ (CJFD2004.发表时间) |

注意:

在利用DATE词典制作、刷新排序索引、分组和排序时，必须用英文的引号将其引起来。若 .NST 文件中已经有了该列的排序索引，该语句不会执行任何操作。

#### **1.2.2刷新排序索引**

当表中数据有所变化时，需要重新制作排序索引。

语法格式：

DBUM REFRESH SORTFILE OF TABLE 表名

DBUM REFRESH SORTCOL BY <词典名> (表名.列名[,<表名.列名>…])

增量更新排序文件所有列或指定的列，注意：不是所有的版本都支持此命令，不建议使用**（该功能暂未实现）**。

DBUM SYNCHRONIZE SORTFILE OF TABLE <表名>

DBUM SYNCHRONIZE SORTCOL <列名> OF TABLE <表名>

例如：

|  |  |
| --- | --- |
| **DBUM REFRESH SORTCOL BY** | 来源名称 (CJFD2004.中文刊名) |

注意:

若 .NST 文件中已经有了该列的排序索引，该语句将重新计算排序索引。如果排序索引文件中没有该列的排序索引，则不执行任何操作。

#### **1.2.3管理排序索引文件**

清除排序索引文件中的数据，保留物理排序索引文件：

DBUM CLEAR SORTFILE OF TABLE <表名>

彻底删除排序索引文件：

DBUM REMOVE SORTFILE OF TABLE <表名>

删除特定的排序索引列**（该功能暂未实现）**：

DBUM REMOVE SORTCOL BY <词典名> ( <表名.列名> [,<表名.列名>…] )

同步并行表的排序索引文件，只同步nst文件内容，对于词典不做同步。命令如下：

DBUM UPDATE SORTFILE OF TABLE <表名>

查看排序文件中有哪些排序索引：

SELECT \* FROM sys\_sortcol WHERE tablename=<表名>

1.3表排序文件同步

本地KBase使用远程表数据，当排序列发生变化后，9.0版本以后，支持自动同步排序文件。系统默认30分钟内同步远程表的排序文件到本地KBase服务器上。如果想修改默认同步时间，修改系统参数 TELEAUTOSYNCSORTFILE即可。

系统也支持手工设置同步特定表的排序文件的间隔间隔，手工设置的方法如下：

UPDATE sys\_hotstar\_system

SET querycache=<时间（秒）>

WHERE tablename=<表名>

例如：

如果希望每隔 5 秒同步一次 CJFDTEMP表的排序文件，可以使用如下指令。

|  |  |
| --- | --- |
| **UPDATE** | sys\_hotstar\_system |
| **SET** | querycache=5 |
| **WHERE** | tablename=cjfdtemp |

2、大内存文件缓存

KBase系统通过使用内存对各种文件进行缓存来改善IO性能，进而提升系统整体性能。

KBase支持地址窗口化扩展插件 (AWE)，从而允许在 32 位版本的 Microsoft Windows 操作系统上使用 4 GB 以上的物理内存。最多可支持 64 GB 的物理内存。

KBase 的64位版本，可以更有效的对大内存提供支持，其支持的内存容量仅受操作系统限制。

KBase启用AWE功能之前，需要在所使用服务器上需要配置本地安全设置，在Windows 系统[管理工具]-[本地安全设置]-[用户权限分配]中，为 内存中锁定页面 策略添加Administrator 和system两个用户。

KBase启用大内存来支持个性化文件缓存功能，需要修改配置参数：MEMAWE, 该参数为0时，本功能不启用。

我们可以个性化定义每个文件的内存缓存用量、方法，配置信息可以通过 配置文件AWE.CFG 来指定。该文件存放在KBase安装目录system文件夹下。

配置文件 AWE.CFG 可以手动创建，也可以通过热点统计分析工具支持自动创建，以下分别介绍两种创方法：

2.1手动配置

#### **2.1.1 文件格式**

文件内容格式如下：

[BY FILETYPE]

格式:<文件类型> <相对于标准文件缓冲区大小的倍数>

[BY FILENAME]

<文件名>.<扩展名><块个数>

说明：

[BY FILETYPE]：指定各类文件的最大AWE缓存大小

[BY FILENAME]：指定每个具体文件的最大AWE缓存大小

<块个数> ：指定的块个数为0，则表明没有限制。

举例：指定REC类型文件的最大AWE缓存大小为标准文件缓冲区大小的10倍，且自动加载SCPD.nst、SCSD.nst、SNAD.nst 进行缓存。

首先创建AWE.CFG文件，将该文件存放在KBase安装目录Server/system文件夹下，文件详细内容如下：

[BY FILETYPE]

REC 10

[BY FILENAME]

SCPD.nst 0

SCSD.nst 0

SNAD.nst 0

保存AWE.CFG文件后，需要重启KBase，系统就可以通过使用内存对各种文件进行缓存来改善IO性能。

#### **2.1.2 AWE预加载语句**

##### 2.1.2.1预加载默认空间中文件

语法格式:

DBUM AWECache TABLE <表名><文件扩展名> [FROM <开始块号> [WITH BLOCKCOUNT <块个数>]]

参数:

<表名>预加载的表名。

<文件扩展名>预加载表名的扩展名。

<开始块号> 默认为0，块的大小为4k，缓存指定文件的BLOCKCOUNT个块(默认为到文件尾)

举例：

预加载CJFD2004.nst文件所有块。

|  |  |
| --- | --- |
| **DBUM AWECache TABLE** | CJFD2004 nst |

|  |
| --- |
| **注意：**后缀名为.tagprn 和.tfprn 的两个文件，预加载时只需执行一条命令，语法如下：  DBUM AWECache TABLE <文件名> se |

##### 2.1.2.2预加载存储空间中文件

语法格式:

DBUM AWECache TABLE <表名>STORAGESPACE<存储空间名><文件扩展名> [FROM <开始块号> [WITH BLOCKCOUNT <块个数>]]

参数:

<表名>预加载的表名。

<存储空间名>预加载存储空间的名称。

<文件扩展名>预加载存储空间的扩展名。

<开始块号> 默认为0，块的大小为4k，缓存指定文件的BLOCKCOUNT个块(默认为到文件尾)

举例：

预加载CJFD2004\_频次.rec文件所有块。

|  |  |
| --- | --- |
| **DBUM AWECache TABLE** | CJFD2004 |
| **STORAGESPACE** | 频次 rec |

##### 2.1.2.3预加载索引空间中文件

语法格式:

DBUM AWECache TABLE <表名>INDEXSPACE<索引空间名><文件扩展名> [FROM <开始块号> [WITH BLOCKCOUNT <块个数>]]

参数:

<表名>预加载的表名。

<索引空间名>预加载索引空间的名称。

<文件扩展名>预加载索引空间的扩展名。

<开始块号> 默认为0，块的大小为4k，缓存指定文件的BLOCKCOUNT个块(默认为到文件尾)

举例：

预加载CJFD2004\_频次.idx文件所有块。

|  |  |
| --- | --- |
| **DBUM AWECache TABLE** | CJFD2004 |
| **INDEXSPACE** | 频次 idx |

##### 2.1.2.4预加载词典文件

语法格式:

DBUM AWECache SORTDICT<词典名>[FROM <开始块号> [WITH BLOCKCOUNT <块个数>]]

参数:

<词典名>预加载词典名的名称。

举例：

预加载 关键词.sysdict词典所有块。

|  |  |
| --- | --- |
| **DBUM AWECache SORTDICT** | '关键词' |

以上介绍了手动配置AWE缓存的使用方法，下面做详细举例：

举例：为提升CJFD2004表分组性能，自动加载CJFD2004.NST文件进行缓存，并提升刷新排序索引速度，可预加载所使用的词典文件进行缓存。

执行步骤：

1) 编写配置文件，文件名为AWE.CFG文件，存放于KBase安装目录Server/system文件夹下，加载CJFD2004.NST文件进行缓存，文件内容如下：

[BY FILENAME]

CJFD2004.nst 0

AWE.CFG文件保存后，需要重启KBase服务。

2) 预加载 关键词.sysdict词典所有块，QBE执行如下语句：

|  |  |
| --- | --- |
| **DBUM AWECache SORTDICT** | '关键词' |

注意：词典文件块的大小也需要以4K为单位。

3) 此后执行刷新排序列索引操作及分组操作，可改善IO性能，提升速度。

2.2 使用热点统计分析工具自动配置

使用热点统计分析工具配置AWE过程中用到的语句语法如下：

1. 开启文件访问日志功能语句：

DBUM ENABLE BLOCKLOGGER

1. 关闭文件访问日志功能语句：

DBUM DISABLE BLOCKLOGGER

1. 在客户端执行热点分析程序，自动生成AWE配置文件语句：

DBUM EXECUTE HOTANALYSIS

1. KBase启动时自动加载热点文件语句：

DBUM set AUTOLOADHOTSPOT 1

1. KBase启动时不加载热点文件语句：

DBUM set AUTOLOADHOTSPOT 0

1. 设置热点统计文件个数语句：

DBUM SET BLOCKACCESSFILECNT<文件个数>

<文件个数>将要生成热点文件个数，为大于0的整数。

1. 设置每个热点统计文件大小：

DBUM SET BLOCKACCESSFILESIZE<文件大小>

<文件大小>每个热点文件最大的文件大小，单位为M。

1. 设置热点日志文件打开语句：

DBUM SET BLOCKACCESSFLAG0/1

1表示开启热点日志文件，0表示关闭热点日志文件。

1. 设置每个热点统计文件大小：

DBUM SET BLOCKACCESSBUFSIZE<文件缓存块大小>

<文件缓存块大小>设置热点文件缓存块的大小，单位为M。

以上这些参数值也可以在kbase安装目录server\system下的hotstar.cfg中直接修改配置。

使用热点统计功能自动生成配置文件和预加载热点块操作步骤如下：

1. 在客户端控制开启【文件块访问日志】功能，应用运行一段时间同时工具自动记录热点文件日志，日志默认存放在KBase安装目录server\system文件夹下的block\_access文件中。

在客户端QBE中执行下如下语句，开启【文件访问日志】功能：

|  |  |
| --- | --- |
| **DBUM ENABLE BLOCKLOGGER** |  |

打开【热点日志文件】功能：

|  |  |
| --- | --- |
| **DBUM SET BLOCKACCESSFLAG** | 1 |

执行语句结束后，需要应用运行一段时间，实现热点统计功能。

1. 关闭【文件块访问日志】功能，在客户端执行【热点分析】程序HotAnalysis.exe，自动生成AWE配置文件。

关闭【文件访问日志】功能：

|  |  |
| --- | --- |
| **DBUM DISABLE BLOCKLOGGER** |  |

在客户端执行热点分析程序，自动生成AWE配置文件语句：

|  |  |
| --- | --- |
| **DBUM EXECUTE HOTANALYSIS** |  |

执行语句结束，将自动生成AWE配置文件。

1. 启动【自动加载热点文件】，KBase启动时自动加载热点文件，至此热点块预加载到内存的操作完成。

启动【自动加载热点文件】：

|  |  |
| --- | --- |
| **DBUM set AUTOLOADHOTSPOT** | 1 |

执行语句结束后，需要重启KBase，自动加载热点文件。

2.3 AWE 参数说明

**参数** MEMAWE**：**

设置最大可用内存数，单位为M。MEMAWE参数默认值为28672，在开启AWE功能时，MEMAWE参数值的设置必须小于系统最大内存。

举例：

32G内存的服务器，设置AWE可用最大内存为28G，语句如下：

|  |  |
| --- | --- |
| **DBUM SET MEMAWE** | 28672 |

2.4 其他参数说明

参数 VIRTUAL\_MEM\_TOP：

系统虚拟内存的上限。

64位系统下，0表示总的物理内存大小。

32位系统下，0表示虚拟内存为2G。

参数MEM\_TOP\_SAFE\_PERCENT、MEM\_TOP\_WARNING\_PERCENT、MEM\_TOP\_ERROR\_PERCENT：

以上三个参数指已用内存占VIRTUAL\_MEM\_TOP的百分比，根据内存占用的百分比程序作出相应的处理，保证系统安全。

参数MEM\_TOTAL、MEM\_AVAILABLE ：

以上两个参数是只读的，记录kbase启动时系统的总内存大小和可用内存大小。

3、检索缓存

检索缓存功能实现了灵活选择对检索结果是否缓存，提高检索效率。系统参数SQL\_CACHE\_TYPE可以控制检索缓存的使用情况。

3.1参数值说明

SQL\_CACHE\_TYPE 参数默认为1，有0、1、2三个参数值，不同参数值下检索结果缓存情况对应下表：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | | **0** | **1** | **2** |
| 检索语句中带SQL\_CACHE | | 不缓存 | 缓存 | 缓存 |
| 检索语句中带SQL\_NO\_CACHE | | 不缓存 | 不缓存 | 不缓存 |
| 检索语句中不指定 | varselect语句 | 不缓存 | 缓存 | 缓存 |
| 带有group子句的检索语句 | 不缓存 | 缓存 | 缓存 |
| 其他检索语句 | 不缓存 | 不缓存 | 缓存 |

3.2参数值设置

**参数**SQL\_CACHE\_TYPE：

参数设置缓存类型，参数值0|1|2。

举例：

设置缓存类型为2

|  |  |
| --- | --- |
| **DBUM SET** |  |
| **SQL\_CACHE\_TYPE** | 2 |

4、集群

4.1 集群角色介绍

集群由中心节点和数据节点两种角色组成。

集群中心节点负责收集集群中表的分布信息；负责监测数据节点有效性；平衡调度任务；记录集群运行日志及性能分析。

数据节点又分为数据检索节点和数据卫星节点，数据检索节点提供数据库管理功能，连接远程表；并负责向中心节点注册有哪些本地表。数据卫星节点只负责本地数据表服务。

4.2集群参数配置

1．参数名：CLUSTERENABLE<ON|OFF>

参数说明：设置集群功能是否启动

设置语句：DBUM set CLUSTERENABLE ON|OFF

2.参数名：CLUSTERCENTERNODE<ON|OFF>

参数说明：设置节点是否为中心管理节点

设置语句：DBUM set CLUSTERCENTERNODE ON|OFF

3．参数名：CLUSTERNODE<ON|OFF>

参数说明：设置节点是否为数据节点

设置语句：DBUM set CLUSTERNODE ON|OFF

4．参数名：CLUSTERCENTERIP<IP>、CLUSTERCENTERPORT<N>

参数说明：指定节点将要参与的集群中心管理节点IP(CLUSTERCENTERIP)和端口号（CLUSTERCENTERPORT）

举例：

|  |  |
| --- | --- |
| **DBUM set** |  |
| **CLUSTERCENTERIP** | 192.168.11.101 |

5．参数名：CLUSTERREGINTERVAL<N>

参数说明：设置集群数据节点注册间隔时间，单位秒

6．参数名：CLUSTERINVALIDINTERVAL<N>

参数说明：设置集群数据节点失效间隔时间，单位秒

7．参数名：CLUSTERLOG<0|1|2>

参数说明：设置集群性能日志选项

8．参数名：CLUSTERMAXWEIGHT<N>、CLUSTERMINWEIGHT<N>

参数说明：设置集群调度最大最小权重

5、其他杂项

5.1 系统变量设置

语法格式：

DBUM SET <变量名><变量值>

例如常用的：

a) DBUM SET SQLLOGON 0

表示将变量SQLLOGON 设为 0，即不记录SQL日志

b) DBUM SET MAXTHREADNUM 200

将系统线程数设置为 200

5.2 个性化设置表的分词方法

当数据库中表的分词参数和本地KBase系统配置中参数不一致时，KBase 9.0开始，支持个性化设置表的分词方法。

系统参数NLPEENABLE 的设置可以控制系统级选用的分词方法。

**系统配置参数说明：**

设置语句：

DBUM SET NLPEENABLE <0|2|3>

参数：

NLPEENABLE参数默认为3，有0、2、3三个参数值，不同参数值对应参数说明见下表：

|  |  |  |
| --- | --- | --- |
| NLPEENABLE | 对应参数 | 参数说明 |
| 0 | WS\_HOTSTAR\_MM | 选用系统默认算法，Hotstar内部基于规则最大长度匹配算法 |
| 2 | WS\_NLPE\_MM | 基于NLPE自然语言处理引擎的最大长度匹配算法 |
| 3 | WS\_NLPE\_FST | 基于NLPE自然语言处理引擎的全切分切词算法 |

数据表也可以支持个性化设置表的分词方法，优先级高于系统参数NLPEENABLE的配置。但需要注意的是，修改表级参数后，需要重建索引，设置的个性化分词方法才能生效。

**个性化设置表的分词方法：**

设置语句：

ALTER TABLE <表名> WORD SEGMENTATION <值>

参数：

<值>::=WS\_DEFAULT|WS\_HOTSTAR\_MM|WS\_NLPE\_MM|WS\_NLPE\_FST

参数WS\_HOTSTAR\_MM|WS\_NLPE\_MM|WS\_NLPE\_FST，不受系统参数NLPEENABLE的限制。通过系统表(sys\_table)可查看个性化设置表的分词属性。

需要注意的是WS\_DEFAULT参数值，将按系统默认参数分词，设置该选项，无法准确辨认该表使用的分词方法，建议尽量不要使用该参数。

举例：

1．修改表CJFD01的NLPEENABLE属性为0，执行语法如下：

ALTER TABLE CJFD01 WORD SEGMENTATION WS\_HOTSTAR\_MM

2．修改表CJFD01的 NLPEENABLE属性为2，执行语法如下：

ALTER TABLE CJFD01 WORD SEGMENTATION WS\_NLPE\_MM

3．修改表CJFD01的 NLPEENABLE属性为3，执行语法如下：

ALTER TABLE CJFD01 WORD SEGMENTATION WS\_NLPE\_FST

4．恢复表CJFD01到系统配置参数的NLPEENABLE值，执行语法如下：

ALTER TABLE CJFD01 WORD SEGMENTATION WS\_DEFAULT

5.3 排序文件同步时间设置

语法格式：

UPDATE SYS\_HOTSTAR\_SYSTEM

SET QUERYCACHE=<刷新时间间隔(秒)>

WHERE TABLENAME=<表名>

参数：

<表名> 待修改刷新同步文件时间间隔的表名。

<刷新时间间隔>设置时间间隔参数，为整数，单位为秒。

语句功能：

手工指定特定远程表的排序文件同步时间间隔，排序列更新频繁的远程表通过这种设置方法，达到及时同步排序文件的效果。

5.4 表读写分离应用设置

支持表读写分离功能的KBase版本，安装后在系统数据库SYSTEM库会存在一张名为SYS\_PREPUB\_INFO的系统表，通过设置该表字段值完成报纸预出版的数据库配置。

该系统表结构如下：

|  |  |
| --- | --- |
| **CREATE TABLE** | SYS\_PREPUB\_INFO |
| **AT** | SYSTEM （ |
| **word segmentation** | TABLENAME VCHAR(255) ASCII INDEX CHAR NORMAL, |
|  | KEYFIELD VCHAR(255) ASCII INDEX CHAR NON, |
|  | COMMITTABLE VCHAR(255) ASCII INDEX CHAR NON, |
|  | ASSISTTABLE VCHAR(255) ASCII INDEX CHAR NON, |
|  | COMMITTIME INTEGER(12) ASCII INDEX INTEGER NON, |
|  | MERGETIME CHAR(24) ASCII INDEX CHAR NON, |
|  | TABLEPATH VCHAR(255) ASCII INDEX CHAR NON) |
|  |  |

其中：

|  |  |
| --- | --- |
| **字段名** | **用途** |
| TABLENAME | 指定日更新表的表名。 |
| KEYFIELD | 表间合并时用的主键字段名称，用来唯一标识记录。 |
| COMMITTABLE | 指定接收数据的临时表表名称。 |
| ASSISTTABLE | 指定临时检索记录的表名称。 |
| COMMITTIME | 指定记录从COMMITTABLE转移到ASSISTTABLE的时间间隔，单位为秒。 |
| MERGETIME | 指定记录从ASSISTTABLE合并到TABLENAME表的物理时刻，格式为hhmmss。 |
| TABLEPATH | 指定COMMITTABLE和ASSISTTABLE表的存放路径。 |

举例：

设置日更新表名为CCNDPREP，主键字段名为“文件名”，临时接收数据的表名为CCND\_COMMIT，提供快速检索的表名为CCND\_DAY，记录从COMMITTABLE转移到ASSISTTABLE表的间隔为120秒，ASSISTTABLE表记录合并到日更新的时刻为凌晨3点，临时表存放在'D:\ccnd\temp'下，INSERT语句如下：

|  |  |
| --- | --- |
| **INSERT INTO** | SYS\_PREPUB\_INFO（ |
|  | TABLENAME,KEYFIELD, |
|  | COMMITTABLE,ASSISTTABLE |
|  | ,COMMITTIME,MERGETIME,TABLEPATH) |
| **VALUES** | (CCNDPREP,文件名, |
|  | CCND\_COMMIT,CCND\_DAY, |
|  | 120,030000,'D:\ccnd\temp') |

设置完成后，重新启动KBase，系统自动生成表结构同CCNDPREP表的CCND\_COMMIT，CCND\_COMMIT\_TMP，CCND\_DAY，CCND\_DAY\_TMP。

5.5 数据排重

语法格式：

DBUM TABLE <表名>

distinct <主键名>

[from <参考表1> [,<参考表2>,...]

[by hash|by index]

[[retain the last| retain the first]

该语句的功能是对表（表名为*<表名>*）按照指定的字段（字段名为*<主键名>*）进行排重。如果希望参考其他表进行排重，就可以增长 from 子句，指定参考的表名列表。

排重算法支持两种，分别是依赖于表的索引（by index）或者需要排重的字段建立哈希表(by hash)进行排重。

排重后，可以保留最前面的记录(retain the first)或者最后(retain the last)的记录。

5.6索引类型相关度范围

KBase系统提供了丰富的数据索引类型，各索引类型的相关度算法也有所不同，可以满足各种应用需求。

* **数值型数据索引类型**

包括INTEGER、QINTEGER、NUM、DATE、QDATE、TIME、INT64，这几种数据类型相关度计算值均为100%。

* **字符串数据索引类型**

包括CHAR、ECHAR、MVCHAR、EMVCHAR，在不同检索特性下，相关度计算值均为100%。而WORD索引类型，相关度计算值在20-40%。

* **文本型数据索引类型**

包括STRING、STRCHAR，在精确与模式检索特性下，相关度计算值范围为30-45%。

MSTRCHAR索引类型，在不同检索特性下，相关度计算值为20-45%。

包括QSTRING、QSTRCHAR、TITLE、EXTITLE、EXTITLECHAR几种索引类型，相关度计算值在1-80%。

包括QTEXT、LFTEXT、TEXT、TEXTCHAR、LTEXT、LTEXTCHAR、ABSTRACT、COMPACTQTEXT、TYTDTEXT、TYTEXT几种索引类型，相关度计算值在1-80%。

* **其他特定用途的数据索引类型**

包括VECTOR、SVSM索引类型，相关度计算值在1-60%。

值得特别指出的是，以上所有数据类型，在KSQL语句的WHERE子句中进行逻辑运算时，相关度计算值会根据各种逻辑组合进行不同的运算。

在进行逻辑“与”运算时，最终的相关度计算值会取两个子值的中间值。在进行逻辑“或”运算时，最终的相关度计算值会高于两个子值，我们视为合理。

第八章 KSQL批量数据处理语句

KBase 主要面向企业市场，它提供多种高效率的批量的数据处理方面，以实现工厂模式下高性能的数据处理机制。

这些数据处理方法包括：

1、排重合并表

语法格式：

BULKLOAD TABLE <表名1>

FROM TABLE <表名2>

WITH KEY = <关键字字段名> ,

MASTER = <表名1或 表名2>

参数：

<表名1> 待合并的表名。

<关键字字段名> 表1和表2中用来唯一 确定记录的字段名称。

语句功能：

把数据表<表名2>中的所有数据追加到数据表<表名1>中，指定字段重复的记录不参加合并，包括索引信息。这两个数据表数据字段结构应该相同。关键字字段应该是表的可查询的字段，能惟一确定记录值。MASTER字段指定重复时要保留表的字段信息。

使用说明：

无。

举例：

合并表 CJFD2003的记录到CJFD2004中，重复时保留CJFD2004中记录。

|  |  |
| --- | --- |
| **BULKLOAD TABLE** | CJFD2004 |
| **FROM TABLE** | CJFD2003 |
| **WITH KEY** | **=**'记录标识' , |
| **MASTER** | **=**CDFD2004 |

2、系统变量设置

语法格式：

DBUM SET RECPARAM<参数>

参数：

<参数>格式为：xxxxB ，其中x表示0/1。

<参数>包含5种情况：

00B：导入/导出REC文件时，转义符无效；导出REC文件同时，不生成INI配置文件；导出REC文件时，只输出第一条记录中的空值字段。

01B：导入/导出REC文件时，转义符无效；导出REC文件同时，生成INI配置文件。

10B：导入/导出REC文件时，转义符生效；导出REC文件同时，生成INI配置文件，且配置文件中仅记录ESC=1，没有FIELDLIST描述信息。

11B：导入/导出REC文件时，转义符生效；导出REC文件同时，生成INI配置文件。

100B：导出REC文件时，空值字段全部输出。

使用说明：

在原有批量导入/导出数据的基础上，增加了对REC文件的转义功能。转义字符（在十六进制中表示为1B）作用于REC和=。

参数第一位表示，导出REC文件时，二进制字段是否以文件形式导出。即当参数第一位设置成0时，导出Base64编码的文本形式；设置成1时，导出文件形式。

参数第二位表示，导出REC文件时，空值字段是否全部输出。即当参数第二位设置成0时，只输出第一条记录中的空值字段；设置成1时，空值字段全部输出。

参数第三位表示，导入/导出REC文件时，是否启用转义。即当变量值第三位设置成0时，表示转义符不起作用；设置成1时，转义符生效，如果待导出的字段内容中包含REC和=，那么导出的REC文件里，REC和=前面添加转义符（在十六进制中表示为1B），如果待导入的REC文件里，REC/=前有转义符，则将去掉REC/=前的转义符进行导入。

参数第四位表示，导出REC文件时，是否生成INI配置文件。即当参数第四位设置成0时，不生成INI配置文件；设置成1时，生成INI配置文件，INI配置文件中存放了表中有效字段的配置信息，其中ESC=0表示转义符无效，ESC=1表示转义符生效。特殊情况，当参数为xx10B时，也生成INI文件。

3、批量导入数据

往表中批量导入数据有两种方法，一是通过标准REC文件导入数据，另一种是导入另一张表中的数据。

语法格式一：

BULKLOAD TABLE <表名>

<REC文件名> [FROM <记录号>]

参数：

<表名> 待导入REC记录的表名。

<REC文件名>待导入REC文件路径及文件名。

<记录号> 指定从REC文件中第几条记录开始导入。记录号为REC文件中记录的序号，为整数，从0开始计数，默认为“0”，指从文本中第一条REC记录开始导入。[FROM <记录号> ] 部分可省略，系统将按默认值执行。如果语句中所写记录号大于REC文件中实际记录数，系统将不导入任何记录。

语句功能：

把指定REC文件中的记录导入到表中。执行该语句导入的记录不带索引信息，导入记录时也不会和表中已有记录进行排重处理。

使用说明：

REC文件内容格式必须正确，否则导入不成功。

举例：

将D:\\cjfd2004目录下名为cjfd2004.txt 的REC文件中所有记录导入到表cjfd2004中，执行语句如下：

|  |  |
| --- | --- |
| **BULKLOAD TABLE** | CJFD2004 |
|  | 'D:\\cjfd2004\\cjfd2004.txt' |

把D:\\cjfd2004目录下名为cjfd2004.txt 的REC文件中第10条记录开始到最后一条记录导入到表cjfd2004中，执行语句如下：

|  |  |
| --- | --- |
| **BULKLOAD TABLE** | CJFD2004 |
|  | 'D:\\cjfd2004\\cjfd2004.txt' |
| **FROM** | 10 |

语法格式二：

BULKLOAD TABLE <表名1>

FROM TABLE <表名2>

参数：

<表名1> 待导入记录的表名。

<表名2> 记录来源表的表名。

语句功能：

把指定表中的记录导入到另一表中。执行该语句导入的记录属性同来源表，源表中有索引的记录导入到新表后同样有索引，反之亦然。通过这种方法导入记录时也不会和表中已有记录进行排重处理。

使用说明：

记录来源表和将要导入的表应该为同结构的表。

举例：

将表CJFD2003中所有记录导入到表CJFD2004中，执行语句如下：

|  |  |
| --- | --- |
| **BULKLOAD TABLE** | CJFD2004 |
| **FROM TABLE** | CJFD2003 |

4、批量导出数据

语法格式：

SELECT [<TOP N>] \* /[<字段名1>,<字段名2>,<字段名3>……]

FROM <表名>

[<WHERE 条件>]

[<GROUP BY 子句>

[<ORDER BY 子句>

[<LIMIT F,N>]/[<LIMIT N>]

INTO < “文件名”>

参数：

<TOP N>导出前N条记录。

<字段名1>待导出的表中字段名，可以是多个，“\*”代表导出表中所有字段。

<表名> 待导出数据的来源表表名。

<条件>筛选导出数据的检索条件，不设筛选条件将导出表中所有记录。

<分组>按照指定列分组。

<排序>按照某一字段进行排序，不设排序将按默认格式导出数据。

<LIMIT F,N> 导出F条记录开始的N条记录（注意，F从0开始）。

<LIMIT N>导出前N条记录。

<文件名>指定将导出的REC文件的存放路径和文件名及后缀。格式如：”D:\ccndtemp\ccndprep.txt”。如果指定路径下文件名已存在，导出后将覆盖原来文件。

语句功能：

把单张表中记录导出到文本文件中。支持导出指定的字段，多字段之间用逗号分开；同样支持导出部分记录，通过where 条件筛选，GROUP BY分组和ORDER BY进行排序。支持关键字TOP、LIMIT导出部分记录，且导出记录数不受分页查询窗口大小限制（KBase 每页最大记录数是 512）。

使用说明：

无。

举例：

将文章表中的标题含有“计算机”的文章，按照期刊号对文章表分组，并且按照相关度排序导出，导出到D:\issuetemp下，文件名为issuetemp\_dlrb.txt，执行语句如下：

|  |  |
| --- | --- |
| **SELECT** | \* |
| **FROM** | 文章表 |
| **WHERE** | 标题=计算机 |
| **GROUP BY** | 期刊号 |
| **ORDER BY** | RELEVANT |
| **INTO** | 'D:\issuetemp\issuetemp\_dlrb.txt’ |

将文章表（1000条记录）中的标题含有“计算机”的文章，按照期刊号对文章表分组，并且按照相关度排序，导出第11~710条到D:\issuetemp下，文件名为issuetemp\_dlrb1.txt，执行语句如下：

|  |  |
| --- | --- |
| **SELECT** | 标题,期刊号 |
| **FROM** | 文章表 |
| **WHERE** | 标题=计算机 |
| **GROUP BY** | 期刊号 |
| **ORDER BY** | RELEVANT |
| **LIMIT** | 10,700 |
| **INTO** | 'D:\issuetemp\issuetemp\_dlrb.txt’ |

5、批量更新方法

语法格式:

DBUM UPDATE TABLE <表名>

FROM <文件名>

WITH KEY <主键列>

[ APPENDING ( <列名> [, <列名>…]) ]

参数:

<表名> 待更新的表名。

<文件名> 用于更新的REC格式数据文件。

**<**主键列> 更新的主键列。

<列名> 用户指定的，采用追加方式更新的列。

语句功能：

KBase 系统提供的批量更新方法，是利用REC文件来进行的数据更新模式。在该模式中，我们在REC文件中，提供用于更新的数据。这里的REC文件格式与 KBase 的交换文件REC文件格式完全一样。但对列的出现顺序有要求。这里，对于每条记录，需要指定一个“主键列”，用于定位更新哪条记录，主键值的唯一性由用户保证。“主键列”总是紧随<REC>标记，作为<REC>记录中的第一个列。其他列的值则是用于修改的数据。修改数据采用两种方式，数据替换方式或数据追加方式。

具体哪些列采用追加方式由KSQL语句指定。在KSQL中关键字APPENDING后面列表中指定的列，采用追加方式更新数据，REC记录中出现的其他列，则采用替换方式更新数据。

在当前KBase系统中，只有 LMVCHAR和 MVCHAR数据存储类型支持按值追加方式，其他数据存储类型如果指定按值追加方式更新，数据更新请求将被忽略。

对于按值追加方式进行的列，只有采用MVCHAR索引类型时，系统才可以对其自动索引。如果采用了其他索引类型（包括MSTRCHAR在内），则必须在更新后，手工重新索引后才可以正常检索的追加的数据。

使用说明：

使用该功能的前提条件是存在格式正确的REC文件，具体格式要求参见语句功能部分。

举例：

对CNKI\_DEPT表执行批量排名更新，机构专业代码字段为主键，后台执行如下命令完成对专业文献全国排名、专业核心期刊发文全国排名、专业基金论文全国排名三个字段的批量更新。

step1.为了提高更新速度，先将将要更新的字段索引属性去掉。

|  |  |
| --- | --- |
| **ALTER TABLE** | CNKI\_DEPT |
| **ALTER** | 专业文献全国排名 |
| **AS** | 专业文献全国排名 integer (8) non,专业核心期刊发文全国排名 |
| **AS** | 专业核心期刊发文全国排名 integer (8) non,专业基金论文全国排名 |
| **AS** | 专业基金论文全国排名 integer (8) non |
| **GO** |  |

step2.更新 专业文献全国排名 字段

|  |  |
| --- | --- |
| **DBUM UPDATE TABLE** | CNKI\_DEPT |
| **FROM** | 'Q:\\导航更新txt\\机构排名文本\\专业文献全国排名.txt' |
| **WITH KEY** | 机构专业代码 |
| **GO** |  |

step3.更新 专业核心期刊发文全国排名 字段

|  |  |
| --- | --- |
| **DBUM UPDATE TABLE** | CNKI\_DEPT |
| **FROM** | 'Q:\\导航更新txt\\机构排名文本\\专业核心期刊发文全国排名.txt' |
| **WITH KEY** | 机构专业代码 |
| **GO** |  |

step4.更新专业基金论文全国排名字段

|  |  |
| --- | --- |
| **DBUM UPDATE TABLE** | CNKI\_DEPT |
| **FROM** | 'Q:\\导航更新txt\\机构排名文本\\专业基金论文全国排名.txt' |
| **WITH KEY** | 机构专业代码 |
| **GO** |  |

step5.修改专业文献全国排名、专业核心期刊发文全国排名、专业基金论文全国排名的索引属性

|  |  |
| --- | --- |
| **ALTER TABLE** | CNKI\_DEPT |
| **ALTER** | 专业文献全国排名 |
| **AS** | 专业文献全国排名 integer (8) uniq,专业核心期刊发文全国排名 |
| **AS** | 专业核心期刊发文全国排名 integer (8) uniq,专业基金论文全国排名 |
| **AS** | 专业基金论文全国排名 integer (8) uniq |
| **GO** |  |

step6.索引更新后的字段

|  |  |
| --- | --- |
| **INDEX** | CNKI\_DEPT |
| **ON** | 专业文献全国排名,专业核心期刊发文全国排名,专业基金论文全国排名 |
| **FROM** | 0 |
| **GO** |  |

6、脚本更新方法

语法格式:

DBUM UPDATE TABLE BY <文件名>

参数:

<文件名> 用于控制批量更新的脚本命令文件名。

脚本更新方法，提供更灵活的批量数据更新方法，各种功能可以在脚本命令中指定。所有的脚本更新，一般都要求被更新的表，有一个事实上的主键。我们根据这个主键，提供各种数据更新功能，包括插入数据、更新数据、删除数据。

具体的 脚本命令包括：

6.1 创建优化的主键索引

语法格式:

CREATE OPTIMIZEKEY <唯一字段名> ON TABLE <表名 >

参数:

<唯一字段名> 用于作为主键的字段名。

<表名> 待更新的表名。

只支持在 INTEGER、CHAR索引类型上建立优化的主键索引，其它类型不支持。

比如，我们CNKI数据库的数据更新，一般是根据“文件名”字段来更新的，这个“文件名”字段其类型为CHAR，值唯一，就可以作为优化的主键。

创建优化的主键索引，实际上是基于索引信息，快速的在内存中建立一个主键的映射表，以便大大加快后续更新操作需要频繁访问主键，以优化数据更新的效率。

6.2 释放优化的主键索引

语法格式:

DROP OPTIMIZEKEY <唯一字段名> ON TABLE <表名 >

参数:

<唯一字段名> 用于作为主键的字段名。

<表名> 待更新的表名。

释放内存中建立起来的优化的主键索引相关数据。

6.3 批量插入记录

语法格式一:

INSERT INTO TABLE <表名> WITH KEY = <唯一字段名>

语法格式二:

EXCLUSIVE INSERT INTO TABLE <表名> WITH KEY = <唯一字段名>

语法格式三:

NEW INSERT INTO TABLE <表名> WITH KEY = <唯一字段名>

参数:

<唯一字段名> 用于作为主键的字段名。

<表名> 待更新的表名。

功能：

支持排重的批量插入记录，插入数据的时候，将根据唯一字段名排重，如果唯一字段值重复，则采用更新的方法更新数据，否则是插入数据。

如果采用语法格式一，更新数据时，重复数据的更新方法是，删除旧的重复记录，增加新的记录，这时，如果某些字段没有设定值，这些字段的值将为空。

如果采用语法格式二，更新数据时，重复数据的更新方法是，在旧的记录上修改数据，这时，如果某些字段没有设定值，这些字段的值将不被改变。

如果采用语法格式三，更新数据时，仅插入新的数据，即重复数据不更新、不修改，保留原始记录。

实例：

EXCLUSIVE INSERT 用在CDSUpdate 数据更新中，应该改为INSERT 以提高性能。

6.4 批量修改记录

语法格式:

UPDATE TABLE <表名> WITH KEY = <唯一字段名>

参数:

<唯一字段名> 用于作为主键的字段名。

<表名> 待更新的表名。

功能：

支持的批量修改记录，修改数据的时候，将根据唯一字段名定位记录序号。

6.5 批量删除记录

语法格式:

DELETE FROM TABLE <表名>

WITH KEY = <唯一字段名> ,

RELEVANTCOL=NULL,

RELEVANTINDEX=<相关索引列表>

参数:

<唯一字段名> 用于作为主键的字段名。

<表名> 待更新的表名。

6.6 批量替换记录

语法格式:

REPLACE TABLE <表名> WITH KEY = <唯一字段名>

参数:

<唯一字段名> 用于作为主键的字段名。

<表名> 待更新的表名。

功能:

与 UPDATE 区别在于，可以更新用来标示记录的<唯一字段>。 公司内部没有用到这个特性， 准备去掉这个特性， 改为一个专门修改主键的方法来代替。

6.7 刷新表排序文件

语法格式:

REFRESH SORTFILE OF TABLE <表名>

参数:

<表名> 待刷新排序文件的表名。

功能:

支持刷新表排序文件。该指令可灵活使用于脚本中任意位置，推荐在数据变更完成后使用。

6.8 设置批量处理的数据文件

批量处理数据的格式如下：

INFILE "<文件名>"

这个指令，主要配合前面的这种操作指令，提供操作的数据。

6.9 脚本批量处理实例

针对表CJFDTEMP，完成如下处理：

1. 替换插入CJFD\_A\_INSERT.TXT和CJFD\_B\_INSERT.TXT两个文件的内容，如果文件中主键和表中记录有重复，删除表中原来记录，插入文件中记录；如果文件中主键表中不存在，直接插入记录；
2. 依文件CJFD\_C\_UPDATE.TXT和CJFD\_D\_UPDATE.TXT修改对应主键的特定字段；
3. 依文件CJFD\_A\_DELETE.TXT内容删除表中对应主键所在记录。

执行步骤：

1. 按规格编写需求中提到的文件内容，主键《文件名》索引类型为char，且有索引。文件中每条REC记录的主键紧随<REC>标识。
2. 编写执行文件，文件名为update.txt，存放于E：根目录下，文件内容如下：

|  |  |
| --- | --- |
| **CREATE OPTIMIZEKEY** | 文件名 |
| **ON TABLE** | CJFDTEMP |

|  |  |
| --- | --- |
| **INSERT INTO TABLE** | CJFDTEMP |
| **WITH KEY =** | 文件名 |
| **INFILE** | "E:\\ CJFD\_A\_INSERT.TXT" |
| **INFILE** | "E:\\ CJFD\_B\_INSERT.TXT" |

|  |  |
| --- | --- |
| **UPDATE TABLE** | CJFDTEMP |
| **WITH KEY =** | 文件名 |
| **INFILE** | "E:\\ CJFD\_C\_UPDATE.TXT" |
| **INFILE** | "E:\\ CJFD\_D\_UPDATE.TXT" |

|  |  |
| --- | --- |
| **DELETE FROM TABLE** | CJFDTEMP |
| **WITH KEY =** | 文件名 |
| **INFILE** | "E:\\ CJFD\_A\_DELETE.TXT" |

|  |  |
| --- | --- |
| **DROP OPTIMIZEKEY** | 文件名 |
| **ON TABLE** | CJFDTEMP |

1. 后台执行语句：

|  |  |
| --- | --- |
| **DBUM UPDATE TABLE BY** | "E:\\ UPDATE.TXT" |

第九章 KSQL文本处理语句

1、文本处理 KSQL概述

文本处理是服务器端的智能文本挖掘扩展组件。它主要用来完成对文本信息中知识的挖掘。

而文本处理 KSQL则是驱动这些具体功能的KSQL语句。

由于文本处理属于扩展组件，所以在使用KSQL语句的时候必须要加上使用扩展组件的信息。使用扩展组件的语句是：Use ext <扩展组件名称>。

这里我们使用：Use ext KExt\_STM。

文本处理 KSQL语句是在现有的KSQL语句上扩展的一组用来调用KExt\_STM功能的KSQL语句。

按照文本处理 KSQL的形式，我们可以把其分成两类。

第一类文本处理 KSQL主要用来用于学习指令或者预处理指令，该系列语句一般是对数据做一个预先的处理，对后续的处理做一个准备。该系列语句以CREATE关键字开头，并且不携带返回数据，通过语句执行的返回值来判断语句是否执行成功。

此类文本处理 KSQL语句会有一个From关键字用来指定输入的数据。输入数据源可以从表，文件夹或者由其两者同时输入。当数据从表中输入中，可以在输入表的字段上设置相应的输入权值。权值越大，表示相对的信息越重要。当信息从文件夹输入时，程序会递归遍历文件夹下所有的文件，即包括子文件夹下所有的文件。

第二类文本处理 KSQL语句多用于处理数据，这类指令不仅处理数据，同时在处理的过程中还会生成处理结果。所以在语句中需要指定保存输出结果的表和字段。指令执行完毕之后，用户可以使用查看相应表信息来获取结果信息。

此类语句也有一个From关键字用来指定输入的数据。输入数据源可以是表或者文件夹。当输入源从表输入时，除了可以指定字段的权值，用户还可以指定一个表输入的范围，对于输入的范围的起始和结束都是闭区间，同时起始行的位置是从0开始。当信息从文件夹输入时，程序会递归遍历文件夹下所有的文件。

譬如指定数据从表中输入，

From Table = CJFD1999 with (篇名,10)(摘要,25)(全文,1)

表示从表CJFD1999中取出“篇名”“摘要”“全文”这三个字段作为输入。后面的数字代表该字段在输入中所占的权重值。该值越大，表示相对的信息越重要。通常的取值在1~100之间。在上例中，“篇名”“摘要”“全文”的权重分别是10，25，1。这表示在所有的输入中，摘要字段的信息最重要，最能代表输入文本的特征。全文的信息相对则不太重要。

支持表中指定范围输入的语句：

From Table = CJFD1999 with (篇名,10)(摘要,25)(全文,1)

StartRec = 0 EndRec = 99

表示处理CJFD1999的前100条语句。

而 From File = "C:\文本信息"

则表示把"C:\文本信息"目录下的所有文件递归进行输入。

对于有些语句来说，当数据来源于KBASE数据库中的时候，参数设置中需要有一项TextSource=Table，同时根据用户输出位置的不同，参数设置中还包括一项OutputSrcTable参数。OutputSrcTable表示是否将结果输出到当前处理的表。如果是输出到当前的表中，那么就不需要再指定输出的目的表。

带有输出数据的语句，数据的输出则会写入到语句To所指定数据表和字段中。如果写入的数据表不存在，程序则会创建一个新表。在写入表的时候，除了把结果数据写入到指定的字段下，同时还会根据来源数据的不同，写入相应的数据来源信息。如果处理数据来源于数据表，那么系统会在目的表上加入“表名”和“行号”两个字段。如果处理数据来源于文件，则会在目的表上加入“文件名”字段。如果已经存在名称相同的表，运算结果是以追加的形式写入。

最后，所有的语句都离不开ON CJFD，它表示语句操作所依赖的知识域。CJFD是我们系统中默认的知识域名称，当然也可以指定用户自己创建的知识域名称。注意知识域是大小写相关的。

1、文本挖掘引擎启动

语法格式:

START ENGINE STM

参数:

固定格式，用来启动文本挖掘引擎。

2、文本挖掘引擎结束

语法格式:

STOP ENGINE STM

参数:

固定格式，用来停止文本挖掘引擎。

3、创建知识域

语法格式一：

CREATE KDomain <知识域名称> (<知识域路径>, <词典名称>, <词典路径>,<知识域类型>)

语法格式二：

CREATE KDomain <知识域名称>

参数：

<知识域名称>表示要创建的知识域名称。

<知识域路径>表示创建知识域保存的路径。默认为NULL，表示创建在系统目录的TextMiner子目录下。

<词典名称>表示词典名。默认为NULL，表示使用词典SYS\_GENERAL\_DIC。

<词典路径>表示词典的路径。可以忽略。

<知识域类型>表示所创建知识域的类型，“0”为中文、“1”为英文。

若使用后一种语法格式的话，表示后面四个参数都将使用默认值NULL。

举例：

以词典sys\_small\_dict创建一个名为CJFD2的知识域。

|  |  |
| --- | --- |
| **CREATE KDomain** | CJFD2 |
|  | ("d:\work\bin\textminer","sys\_small\_dict",  "d:\work\bin\directory" ,0) |

以默认参数创建一个名为CJFD3的知识域。

|  |  |
| --- | --- |
| **use ext KExt\_STM** |  |
| **CREATE KDomina** | CJFD3 |
|  | (NULL, NULL, NULL, 0) |

4、删除知识域

语法格式：

DELETE KDomain <知识域名称>

参数：

<知识域名称>表示要删除的知识域名称。

举例：

删除CJFD2知识域。

|  |  |
| --- | --- |
| **use ext KExt\_STM** |  |
| **DELETE KDomain** | CJFD2 |

注意：

文本处理模块为扩展模块，执行语句之前必须加上 use ext KExt\_STM。

5、启动知识域

语法格式：

OPEN KDomain <知识域名称>

参数：

<知识域名称>表示要启动的知识域名称。

举例：

启动CJFD2知识域。

|  |  |
| --- | --- |
| **use ext KExt\_STM** |  |
| **OPEN KDomain** | CJFD2 |

6、关闭知识域

语法格式：

CLOSE KDomain <知识域名称>

参数：

<知识域名称>表示要关闭的知识域名称。

举例：

关闭CJFD2知识域。

|  |  |
| --- | --- |
| **use ext KExt\_STM** |  |
| **CLOSE KDomain** | CJFD2 |

7、特征词分布规律分析

特征词分布规律分析是产生知识域的基础，通过学习大量指定类别的文本信息，可以产生一定的知识模型，从而为后续的知识挖掘做准备。产生特征词分布规律分析器需要两次操作，第一次是学习，第二次是学习结束。一次完整的操作才能产生一个有效的特征词分布规律分析器。

语法格式一：

use ext KExt\_STM

CREATE WordDistrAnalyst

<From table = <表1[,表2,…]> with <(列1,权重)>[<(列2,权重)>,…]>

startrec =<整数> endrec = <整数>

ON <知识域名称>

语法格式一：

use ext KExt\_STM

CREATE WordDistrAnalyst

<From file = <路径1[,路径2]>>

ON <知识域名称>

GO

特征词分布规律学结束，语法格式：

CREATE WordDistrAnalyst END

SET [Type= <类型>,] [MaxFeatureValue = <阈值>,] [MinFeatureValue = <阈值>]

ON <知识域名称>

参数：

Type为特征提取算法的类型。其值为规定好的字符串集合。默认值为“DF”。各种类型分别表示如下。

|  |  |
| --- | --- |
| **Type 参数** | **含义** |
| DF | 表示使用文频分析算法。 |
| MI | 表示使用互信息分析算法 |
| IG | 表示使用信息增益分析算法 |
| CHI | 表示使用χ2分析算法 |
| MaxFeatureValue | 为最大特征选择阈值。其值为浮点类型。默认值为0.2 |
| MinFeatureValue | 为最小特征选择阈值。其值为浮点类型。默认值为0.0000001。 |

举例：

将库1999，2005，2007，和“C:\文本信息”里面的信息在CJFD 知识域上做一个特征词分布规律的学习，同时最大最小特征选择阈值分别为0.4和0.1，那么可以输入如下语句。

|  |  |
| --- | --- |
| **CREATE WordDistrAnalyst** |  |
| **FROM TABLE =** | CREATE WordDistrAnalyst |
| **FROM TABLE =** | CJFD1999 with (篇名, 10)(摘要,25)(全文,1) |
| **FROM TABLE =** | "C:\医学信息" |
| **ON** | CJFD |

最后，使用结束指令完成整个特征词分布规律的学习过程。

|  |  |
| --- | --- |
| **CREATE WordDistrAnalyst** | END |
| **SET** | Type="DF", MaxFeatureValue=0.4, MinFeatureValue=0.1 |
| **ON** | CJFD |

8、文本分类器

文本分类器是指学习指定类别的文本，产生一个文本分类的模版，依据该模版可以对数据自动分类。文本学习过程主要包括文本学习和文本学习结束两步。

|  |
| --- |
| **注意：**当在指定知识域上使用某种算法学习后，那么其后在该知识域上的学习也必须使用这种算法，否则将会失败。同时注意要使学习生效，最后必须要调用文本分类学习器结束指令。 |

语法格式：

CREATE TextClassifier

SET [Type="KNN|SVM|BAYES|SVD",] [IncrementLearn=<true|false>]

ClassName = "<类型名称>", [UseColValue=<true|false>]

<From table = <表1[,表2,…]> with <(列1,权重)>[<(列2,权重)>,…]>|

startrec = <整数> endrec =<整数>

<From file = <路径1[,路径2]>>

ON <知识域名称>

参数：

Type为文本分类算法的类型。其值为规定好的字符串集合。默认值为“KNN”。各种类型分别表示如下。

|  |  |
| --- | --- |
| **Type 参数** | **含义** |
| KNN | 表示使用K最近邻分类器 |
| SVM | 表示使用支持向量机分类器 |
| BAYES | 表示使用贝页思分类器 |
| ClassName | 为样本学习的类别。其值为能表示输入信息特征的字符串 |
| IncrementLearn | 是一个布尔变量。TRUE表示在现有基础上继续学习，FALSE是销毁现有已经学习好的模型，重新建立一个新的模型。 |
| UseColValue | 是一个布尔变量。TRUE表示使用表字段分类信息，FALSE是使用自定义分类信息。 |

文本分类学习器结束，语法格式：

CREATE TextClassifier end

ON <知识域名称>

参数：

知识域名称为将要学习结束的知识域。

举例：

将库表cjfd1999，cjfd2005，cjfd2007，和“C:\医学”里面的数据在CJFD知识域上学习，同时学习的分类为“图形论文”，那么可以输入如下语句。

|  |  |
| --- | --- |
| **CREATE TextClassifier** |  |
| **SET** | Type="KNN",IncrementLearn=TRUE,ClassName="图形论文", UseColValue=FALSE |
| **FROM TABLE =** | CJFD2005, CJFD2007 with (篇名,15)(中文摘要,20)(全文,1) |
| **FROM TABLE =** | CJFD1999 with (篇名,10)(摘要,25)(全文,1) |
| **Startrec =** | 1 |
| **endrec =** | -1 |
| **From File =** | "C:\医学信息" |
| **ON** | CJFD |
| **GO** |  |

|  |  |
| --- | --- |
| **use ext KExt\_STM** |  |
| **Create TextClassifier** | END |
| **ON** | CJFD |

9、信息过滤器

内容信息过滤器是通过用户指定的文本信息，生成一个文本过滤模板，然后用户可以通过信息过滤器来过滤文本信息。

语法格式：

CREATE InfoFilter

SET ProfileName="<模版名称>" [,IncrementLearn=<true|false>]

<From Table = <表1[,表2,…]> with <(列1,权重)>[<(列2,权重)>,…]>

startrec = <整数> endrec =<整数>

<From file = <路径>

ON <知识域名称>

参数：

ProfileName为信息过滤器的模版名称。

IncrementLearn是一个布尔变量。TRUE表示在现有过滤器模版的基础上继续学习。FALSE是清空现有已生成的模版，重新建立新的过滤器模板。

举例：

将库表cjfd2005，cjfd2007，“C:\空气净化信息”中的数据在CJFD知识域上生成名为“环保”的过滤器模版，输入如下语句：

|  |  |
| --- | --- |
| **CREATE InfoFilter** |  |
| **SET** | ProfileName= "环保", IncrementLearn=TRUE |
| **FROM TABLE =** | CJFD2005, CJFD2007 with (篇名,15)(中文摘要,20)(全文,1) |
| **FROM TABLE =** | CJFD1999 with (篇名,10)(摘要,25)(全文,1) |
| **Startrec =** | <起始记录号> |
| **endrec =** | <结束记录号> |
| **From File =** | "C:\空气净化信息" |
| **ON** | CJFD |

10、文本分类

文本分类器就是把当前指定的数据在已经学习好的文本分类器模型上进行分类。在使用文本分类器功能之前必须要调用文本分类学习器。

语法格式：

形式一（分类KBASE数据库中信息）：

TextClassify

SET [Type="KNN|SVM|BAYES|SVD",] [OutputSrcTable=<布尔>]

[TextSource=TABLE,] [ClassCount=<整数>,]

From Table = <表1[,表2,…]> with <(列1,权重)>[ <(列2,权重)>,…]>

[StartRec = <整数> EndRec = <整数> ]

ON CJFD

To [Table = <表名>] Field = <字段名>

参数：

Type为使用何种分类算法，同文本分类学习器。

TextSource为文章来源，TABLE表示来自KBASE数据库。

ClassCount为欲返回的分类数目。默认为1。

举例

将库表cjfd2005，cjfd2007的前3000条数据在知识域CJFD上进行分类，分类的结果保存在表STM\_RESULT的CLASSIFY\_RESULT字段

|  |  |
| --- | --- |
| **use ext KExt\_STM** |  |
| **TextClassify** | ProfileName= "环保", IncrementLearn=TRUE |
| **SET** | Type="KNN", TextSource=Table, ClassCount=1, |
| **OutputSrcTable=** | FALSE |
| **From Table =** | CJFD2005, CJFD2007 with (篇名,15)(中文摘要,20)(全文,1) |
| **StartRec=** | 0 |
| **EndRec=** | 3000 |
| **ON** | CJFD |
| **To** | Table= " STM\_RESULT" FIELD="CLASSIFY\_RESULT" |

形式二（分类文件信息）：

TextClassify

SET [Type="KNN|SVM|BAYES|SVD",]

TextSource=FILE [ClassCount=<整数>,]

From File = <路径1[,路径2,…]>

ON CJFD

To Table = <表名> Field = <字段名>

参数：

同上。

举例：

将“C:\文本分类1”和“C:\文本分类2”这两个目录下的文件在知识域CJFD上进行分类，分类的结果保存在表STM\_RESULT的CLASSIFY\_RESULT字段

|  |  |
| --- | --- |
| **TextClassify** |  |
| **SET** | Type="KNN", TextSource=File, ClassCount=1 |
| **From File=** | "C:\文本分类1", "C:\文本分类2" |
| **ON** | CJFD |
| **To Table=** | " STM\_RESULT" FIELD="CLASSIFY\_RESULT" |

11、信息过滤

信息过滤就是把当前指定的数据在已经学习好的文本过滤模型上进行过滤，输出该文本与过滤模型的相似度。在使用文本过滤器功能之前必须要调用文本过滤学习器。

语法格式：

形式一（分类KBASE数据库中信息）：

InfoFilter

SET ProfileName="<模版名称>",OutputSrcTable=<布尔值>

From Table = <表1[,表2,…]> with <(列1,权重)>[ <(列2,权重)>,…]>

[StartRec = <整数> EndRec = <整数> ]

ON CJFD

To [Table = <表名>] Field = <字段名>

参数：

ProfileName为过滤器模版的名称。

举例：

将库2005，2007的数据在知识域CJFD上的过滤模版“学术论文”中进行相似过滤，过滤的结果保存在源表STM\_RESULT的INFOFILTER\_RESULT字段。

|  |  |
| --- | --- |
| **use ext KExt\_STM** |  |
| **InfoFilter** | Type="KNN", TextSource=File, ClassCount=1 |
| **SET ProfileName=** | "学术论文", |
| **OutputSrcTable=** | TRUE |
| **From Table=** | CJFD2005, CJFD2007 with (篇名,15)(中文摘要,20)(全文,1) |
| **ON** | CJFD |
| **TO** | TABLE="STM\_RESULT" FIELD="INFOFILTER\_RESULT" |

形式二（分类文件信息）：

InfoFilter

SET ProfileName="<模版名称>", TextSource=FILE

From File = <路径1[,路径2,…]>

ON CJFD

To Table = <表名> Field = <字段名>

参数：

同上。

举例：

将“C:\学术论文1”和“C:\学术论文2”这两个目录下的文件在在知识域CJFD上的过滤模版“学术论文”中进行相似过滤，分类的结果保存在表STM\_RESULT的INFOFILTER\_RESULT字段。

|  |  |
| --- | --- |
| **InfoFilter** |  |
| **SET ProfileName=** | "学术论文", |
| **TextSource=** | File |
| **From File=** | " C:\学术论文1", "C:\学术论文2" |
| **ON** | CJFD |
| **TO TABLE=** | "STM\_RESULT" FIELD="INFOFILTER\_RESULT" |

12、相似索引

相似索引用来提取指定文本的VSM向量模型。

语法格式：

形式一（分类KBASE数据库中信息）：

SimIndex

SET MaxFeatureNum=<特征数量>, SortType=<0|1>, OutputWord=<布尔值>,

OutputSrcTable=<布尔值>

From Table = <表1[,表2,…]> with <(列1,权重)>[ <(列2,权重)>,…]>

[StartRec = <整数> EndRec = <整数> ]

ON CJFD

To [Table = <表名>] Field = <字段名>

参数：

MaxFeatureNum为输出的VSM数量，-1为输出所有的VSM模型，否则输出指定数目的VSM模型。如果指定的VSM模型数量大于所有的VSM模型数量，则仅输出所有的VSM模型数量。

SortType为排序类型。0为按权重降序排列，1为按特征标识升序排列。

OutputWord为是否输出相应特征词。

举例：

将库表cjfd2005，cjfd2007的数据在知识域CJFD上生成VSM空间向量，生成的结果保存在STM\_RESULT表的SIM\_RESULT字段中。假设我们只取20个VSM向量并且按照升序排列。

|  |  |
| --- | --- |
| **use ext KExt\_STM** |  |
| **SimIndex** |  |
| **SET MaxFeatureNum=** | 20 |
| **SortType=** | 1 |
| **OutputWord=** | TRUE |
| **OutputSrcTable=** | FALSE |
| **From Table =** | CJFD2005, CJFD2007 with (篇名,15)(中文摘要,20)(全文,1) |
| **startrec =** | 1 |
| **endrec =** | -1 |
| **ON** | CJFD |
| **TO** | TABLE="STM\_RESULT" FIELD="SIM\_RESULT" |

形式二（分类文件信息）：

SimIndex

SET MaxFeatureNum=<特征数量>, SortType=<0|1>, OutputWord=TRUE, TextSource=File

From File = <路径1[,路径2,…]>

ON CJFD

To Table = <表名> Field = <字段名>

参数：

同上。

举例：

将“C:\文本”这个目录下的文件在知识域CJFD上生成VSM空间向量模型，并将结果保存在STM\_RESULT表的SIM\_RESULT字段中。

use ext KExt\_STM

SimIndexSET MaxFeatureNum=20, SortType=1, OutputWord=FALSE

From File="C:\文本"

ON CJFD

TO TABLE="STM\_RESULT" FIELD="SIM\_RESULT"

|  |  |
| --- | --- |
| **use ext KExt\_STM** |  |
| **SimIndex** |  |
| **SET MaxFeatureNum=** | 20 |
| **SortType=** | 1 |
| **OutputWord=** | FALSE |
| **From File=** | "C:\文本" |
| **ON** | CJFD |
| **TO** | TABLE="STM\_RESULT" FIELD="SIM\_RESULT" |

13、文本聚类

文本聚类是指对尚未归类的数据进行自动的分类处理，将相似的数据智能化分，使每个组中的文件互相接近。

语法格式:

形式一（分类KBASE数据库中信息）：

TextCluster

SET [Type="K\_MEANS|AHC",] [ClusterNum=<聚类数>,]

MaxDocsPerCluster=<文档数>,

TextSource=Table, InitFlag=RANDOM,OutputSrcTable=<布尔值>

From Table = <表1[,表2,…]> with <(列1,权重)>[ <(列2,权重)>,…]>

[StartRec = <整数> EndRec = <整数> ]

ON CJFD

To [Table = <表名>] Field = <字段名>

参数:

TYPE为聚类的类型，为以下集合的字符串：

K\_MEANS 表示聚类时使用K\_MEANS扩展算法。默认类型。

AHC表示聚类时使用AHC层次凝聚算法。

ClusterNum为生成的聚类数量，是一个整数，默认为5。

MaxDocsPerCluster为每个聚类中的最大文档数量，默认为200。

举例:

将库表cjfd2005，cjfd2007的数据在知识域CJFD上生成聚类信息，生成的结果保存在表STM\_RESULT的CLUSTER\_RESULT字段中。假设我们将其分成50个聚类。 use ext KExt\_STM

|  |  |
| --- | --- |
| **TextCluster** |  |
| **SET** | type="K\_MEANS", ClusterNum=50, MaxDocsPerCluster=1000, |
| **TextSource=** | Table |
| **OutputSrcTable=** | FALSE |
| **From Table=** | CJFD2005, CJFD2007 with (篇名, 15)(中文摘要,20)(全文,1) |
| **ON** | CJFD |
| **TO** | TABLE="STM\_RESULT" Field="CLUSTER\_RESULT" |

形式二（分类文件信息）：

TextCluster

SET [TYPE="K\_MEANS|AHC",] [ClusterNum=<聚类数>,]

MaxDocsPerCluster=<文档数>,

TextSource=FILE

From File = <路径1[,路径2,…]>

ON CJFD

To Table = <字符串> Field = <字符串>

参数：

同上。

举例：

将“C:\聚类文本1”和“C:\聚类文本2”这两个目录下的文件在在知识域CJFD上生成聚类信息，并将结果保存在表STM\_RESULT的CLUSTER\_RESULT字段字段。

|  |  |
| --- | --- |
| **use ext KExt\_STM** |  |
| **TextCluster** |  |
| **SET** | type="K\_MEANS", ClusterNum=50, MaxDocsPerCluster=1000, |
| **TextSource=** | FILE |
| **From FILE=** | "C:\聚类文本1", "C:\聚类文本2" |
| **ON** | CJFD |
| **TO** | TABLE="STM\_RESULT" Field="CLUSTER\_RESULT" |

14、关键词提取器

关键词提取是在指定的文本中智能化的提取其中关键的词语。

语法格式：

形式一（分类KBASE数据库中信息）：

KeyWordExtractor

SET [WordNum=<关键词个数>,] ReturnWeight=<布尔值>, ReturnChinese=<布尔值>

TextSource=Table, OutputSrcTable=<布尔值>

From Table = <表1[,表2,…]> with <(列1,权重,[布尔值])>[,…]>

[StartRec = <整数> EndRec = <整数> ]

ON CJFD

To [Table = <表名>] Field = <字段名>

参数：

WordNum 设置抽取的关键词数目。默认为5。

ReturnWeight是否返回关键词的权重。

ReturnChinese是否返回中文关键词，只对英文数据有效。

注意，相比别的语句，关键词在表中输入的时候，除了要指明字段和权重以外，还需要指明处理的时候该字段是否分词，默认为FALSE，即不分词。

举例：

将库表cjfd2005，cjfd2007的数据在知识域CJFD上提取关键词信息，生成的结果保存在表STM\_RESULT的KEYWORD\_RESULT字段中。同时在处理时对于输入的表中“中文摘要”这个字段，不做分词处理，那么相应的语句如下：

|  |  |
| --- | --- |
| **use ext KExt\_STM** |  |
| **KeyWordExtractor** |  |
| **SET** | WordNum=5, ReturnWeight=TRUE, |
| **TextSource=** | Table |
| **OutputSrcTable=** | FALSE |
| **From Table=** | CJFD2005, CJFD2007 with (中文摘要,20,true)(全文,1) |
| **ON** | CJFD |
| **TO** | TABLE=STM\_RESULTField= KEYWORD\_RESULT |

形式二（分类文件信息）：

KeyWordExtractor

SET [WordNum=<关键词个数>,]ReturnWeight=<布尔值>,

TextSource= File, ReturnChinese=<布尔值>

From File = <路径1[,路径2,…]>

ON CJFD

To Table = <表名> Field = <字段名>

参数：

同上。

举例：

将“C:\文本”这个目录下的文件在在知识域CJFD上提取关键词信息，生成的结果保存在表STM\_RESULT的KEYWORD\_RESULT字段中。

|  |  |
| --- | --- |
| **use ext KExt\_STM** |  |
| **KeyWordExtractor** |  |
| **SET** | WordNum=10, ReturnWeight=TRUE, TextSource=FILE |
| **From File=** | "C:\文本" |
| **ON** | CJFD |
| **TO** | TABLE="STM\_RESULT" Field="KEYWORD\_RESULT" |

15、自动摘要提取器

自动摘要提取是在指定的文本中智能化的提取其文本的摘要信息。

语法格式：

形式一（分类KBASE数据库中信息）：

AbstractExtractor

SET SentenceNum=<句子数>,TextSource=Table,SourceField=<表字段值>,

OutputSrcTable=<布尔值>

From Table = <表1[,表2,…]> with <(列1,权重)>[ <(列2,权重)>,…]>

[StartRec = <整数> EndRec = <整数> ]

ON CJFD

To [Table = <表名>] Field = <字段名>

参数：

SentenceNum为自动摘要提取的句子数量。默认为5句。

SourceField为文章正文字段。也就是需要进行提取的文章字段。一般指定“全文”字段。

举例：

将库表cjfd2005，cjfd2007的字段“全文”在知识域CJFD上进行自动摘要的提取，生成的结果保存在表STM\_RESULT的ABSTRACT\_RESULT字段中。

|  |  |
| --- | --- |
| **use ext KExt\_STM** |  |
| **AbstractExtractor** |  |
| **SET** | SentenceNum=5, TextSource=Table, SourceField=全文 |
| **From Table=** | CJFD2005, CJFD2007 with (篇名,15)(中文摘要,20)(全文,1) |
| **ON** | CJFD |
| **TO** | TABLE="STM\_RESULT" Field="ABSTRACT\_RESULT" |

形式二（分类文件信息）：

AbstractExtractor

SET SentenceNum=<句子数>, TextSource=FILE

From File = <路径1[,路径2,…]>

ON CJFD

To Table = <表名> Field = <字段名>

参数：

同上。

举例：

将“C:\文本”这个目录下的文件在在知识域CJFD上提取关键词信息，生成的结果保存在表STM\_RESULT的ABSTRACT\_RESULT字段中。

|  |  |
| --- | --- |
| **use ext KExt\_STM** |  |
| **AbstractExtractor** |  |
| **SET** | SentenceNum=5, TextSource=FILE |
| **From File=** | "C:\文本" |
| **ON** | CJFD |
| **TO** | TABLE="STM\_RESULT" Field="ABSTRACT\_RESULT" |

16、内置引擎关键词提取

智能标引中关键词抽取，首先是通过词典对文献进行切词，然后利用词典中所规定词条权重的不同，从文本中自动抽取能够高度有效表达文本主题和内容的词汇的过程。

语法格式:

NLPE EXTRACTWORD

SET language=<1|2>, withclass=<0|1>, closedict=<布尔值>

OutputSrcTable=<布尔值>

From Table = <表1[,表2,…]> with <(列1,权重)>[ <(列2,权重)>,…]>

[StartRec = <整数> EndRec = <整数> ]

To [Table = <表名>] Field = <字段名>

参数:

language为处理数据的语言类型，1为中文；2为英文。

Withclass为返回结果是否带类别，0为不带；1为带。

Closedict指定是否执行完操作后卸载词典资源。

举例:

将库表cjfd2005使用内置引擎提取关键词，生成的结果保存在源表字段word\_result中。

|  |  |
| --- | --- |
| **use ext KExt\_NLPE** |  |
| **NLPE EXTRACTWORD** |  |
| **SET** | language=2, withclass=0, closedict=false |
| **From TABLE =** | CJFD2005 WITH (title, 篇名)(abs, 中文摘要)(keyword, 中文关键词)(km, 中文刊名)(content, 全文)(oldclass, 分类号) |
|  | startrec = 1, endrec = -1 |
| **ON** | CJFD |
| **TO FIELD =** | word\_result |

17、内置引擎文本分类

内置引擎分类器是以选定表字段为依据，对表记录间接按照中图分类号进行分类。

语法格式:

NLPE EZTC

SET language=<1|2>, filter=<布尔值>, classtype==<1|2>, mode=<0|1>, closedict=<布尔值>

OutputSrcTable=<布尔值>

From Table = <表1[,表2,…]> with <(列1,权重)>[ <(列2,权重)>,…]>

[StartRec = <整数> EndRec = <整数> ]

ON DICT=""

To [Table = <表名>] Field = <字段名>

参数:

language为处理数据的语言类型，1为中文；2为英文。

Filter指定输出结果是否需要经过域值过滤。

classtype为分类数据的期刊类型，1为期刊库数据表；2为报纸库数据表。

mode为指定输出结果中是否包含中图分类号。

Closedict指定是否执行完操作后卸载词典资源。

举例:

将库表cjfd2005使用内置引擎自动文本分类，结果经过域值过滤，输出中图分类号，处理表前100条记录，生成的结果保存在表NLPE\_RESULT 的 subject\_result字段中。

|  |  |
| --- | --- |
| **use ext KExt\_NLPE** |  |
| **NLPE EZTC** |  |
| **SET** | language=1, filter=false, classtype=1, mode=1, closedict=false |
| **From TABLE =** | CJFD2005 WITH (title, 篇名)(abs, 中文摘要)(keyword, 中文关键词)(km, 中文刊名)(content, 全文) |
|  | startrec = 1, endrec = -1 |
| **ON DICT =** | "" |
| **TO** | TABLE = NLPE\_RESULT FIELD = subject\_result |

附 录

附录一： KSQL的分词规则

KBase数据库目前的分词规则取决于其自然语言处理引擎和概念关系词典。目前，词条的规模达到500万。在这些词条中，大部分是专业术语和词汇，覆盖了中国图书分类体系中的所有类型和专业。随着专业的进一步细分，词典的规模还会继续增大。

1、切词器

实现全切分切词算法，利用语法信息、概率信息等，指导切词过程，从多个切词方案中选择最优的一个。例如，句子“论文化产业”，共有两个候选的切词方案，“论/文化/产业”和“论文/化/产业”，我们利用每个方案中各个词的语法信息和概率信息，计算各方案的切词概率，选择概率最大的一个方案，从而得到正确的切词结果。

实现正逆向最大长度匹配、最小长度匹配等切词算法。

切词速度达到世界领先水平，全切分切词算法的平均速度为2400万字/分钟，正向最大匹配算法的平均速度为1.7亿字/分钟。

切词准确率达到世界领先水平，全切分切词算法在封闭测试中可达到99%以上，在开放测试中可达到98%以上。

实现对超大规模词典的支持，在保证切词速度的情况下，尽量降低对内存的要求。自然语言处理引擎的切词器可以支持超大规模的词典，例如含500万词条的词典，所占内存在可接受的范围内。

尽量解决歧义切分问题，全切分算法可解决80%以上的切分歧义。

2、命名实体抽取器

实现人名、地名、机构名、专有名词等命名实体的辨识和自动提取，准确率在80%以上，可满足现有中文系统文本处理的需要。

目前，自然语言处理还在不断的研发新的功能，包括自动纠错、新词（术语、缩略语）的快速发现、面向自然语言的查询等。

附录二： KSQL的保留字

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **A** |  |  |  |  |
|  | ADD | ALIASNAME | ALL | ALTER |
|  | AND | AS | ASC | AT |
|  | AUTO | AVG |  |  |
| **B** |  |  |  |  |
|  | BY |  |  |  |
| **C** |  |  |  |  |
|  | CREATE | CREATEVIEW | COUNT |  |
| **D** |  |  |  |  |
|  | DATABASE | DATE | DEC | DEFAULT |
|  | DELETE | DESC | DISPLAYNAME | DISTINCT |
|  | DROP | DUPDB |  |  |
| **F** |  |  |  |  |
|  | FACTOR | FROM |  |  |
| **G** |  |  |  |  |
|  | GROUP |  |  |  |
| **I** |  |  |  |  |
|  | INDEX | INSERT | INTO | IS |
| **L** |  |  |  |  |
|  | LIKE | LOWER | LTRIM |  |
| **M** |  |  |  |  |
|  | MAINDB | MANUAL | MAX | MIN |
| **N** |  |  |  |  |
|  | NOT | NULL |  |  |
| **O** |  |  |  |  |
|  | ON | OR | ORDER |  |
| **P** |  |  |  |  |
|  | PACK | PATH |  |  |
| **R** |  |  |  |  |
|  | REFCOL | RELEVANT | REPLACE | RTRIM |
| **S** |  |  |  |  |
|  | SELECT | SET | SUBSTR | SUM |
| **T** |  |  |  |  |
|  | TABLE | TRIM |  |  |
| **U** |  |  |  |  |
|  | UPDATE | UPPER | USING |  |
| **V** |  |  |  |  |
|  | VALUES | VARSELECT | VIEW |  |
| **W** |  |  |  |  |
|  | WHERE | WITH |  |  |
| **X** |  |  |  |  |
|  | XLS |  |  |  |

附录三： 汉字编码 ＧＢＫ

GBK：汉字国标扩展码,基本上采用了原来GB2312-80所有的汉字及码位，并涵盖了原Unicode中所有的汉字20902，总共收录了883个符号， 21003个汉字及提供了1894个造字码位。 Microsoft简体版中文Windows 95就是以GBK为内码，又由于GBK同时也涵盖了Unicode所有CJK汉字，所以也可以和Unicode做一一对应。

GB码：全称是GB2312-80《信息交换用汉字编码字符集 基本集》，1980年发布，是中文信息处理的国家标准，在大陆及海外使用简体中文的地区（如新加坡等）是强制使用的唯一中文编码。P-Windows3.2和苹果OS就是以GB2312为基本汉字编码， Windows 95/98则以GBK为基本汉字编码、但兼容支持GB2312。GB码共收录6763个简体汉字、682个符号，其中汉字部分：一级字3755，以拼音排序，二级字3008，以偏旁排序。该标准的制定和应用为规范、推动中文信息化进程起了很大作用。

GBK编码是中国大陆制订的、等同于UCS的新的中文编码扩展国家标准。GBK工作小组于1995年10月，同年12月完成GBK规范。该编码标准兼容GB2312，共收录汉字21003个、符号883个，并提供1894个造字码位，简、繁体字融于一库。

附录四：样本数据库